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Abstract

Physicians, nurses and other people who work at hospitals and in the healthcare sector often move around a lot. As they also frequently need to contact each other, mobile communication devices like pagers and wireless phones are important tools for letting them maintain contact. This can lead to problems as personnel are constantly interrupted during their work because coworkers don’t know whether they are available to talk when contacting them. CallMeSmart is a context-aware communications system that aims to reduce the number of interruptions that hospital employees receive. By using information related to users’ location, schedule and general availability, the system can inform callers that the callee is busy and that the caller should probably not attempt to contact them unless the situation is urgent. This thesis proposes an additional tool for allowing users of the CallMeSmart system to communicate by introducing GSM functionality to support the IP based calling infrastructure that currently exists. This opens up possibilities for users to communicate with each other even when outside the hospital.
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Chapter 1

Introduction

1.1 Background and motivation

In the early year of mobile communications, having a mobile phone did not necessarily make someone easier to contact. Early mobile devices were overly clunky and impractical for many to carry around. As a result, calling a landline could in many cases be as effective if not more as calling someone on their mobile phone. Pagers were often used as a more lightweight solution, offering the callee a way of knowing that someone wanted to contact them. Early pagers did not inform the wearer who made the call, which meant that the wearer would either have to guess who made the call or they could call the service center who could then inform them who made the call. As the technology advanced, pagers were able to show the number of the caller, as well as being able to display number codes and being used to send messages. While helpful, it did not help the fact that the callee would need to locate a phone in order to contact the caller if the user wanted verbally communicate with the sender of the page. As phones became smaller and offered more utility, the use of pagers began to decrease, and Norway dropped support for its pager networks in 2005 [3], though hospitals and some other public services still maintain their own pager networks for internal use. Today, cell phone coverage has improved tremendously since the early years of mobile communication, and line line numbers are in steady decline both in Norway and globally[64, 66]. With improved signal coverage, the main problem with mobile communication is often no longer to reach the desired callee, but rather knowing whether the callee wants to be contacted and if they are able to respond. A person sitting in a meeting would normally not want to be
disturbed, but they might be willing to make an exception depending on the importance of the call as well as the identity of the caller. In addition, unless the callee picks up and answers the phone, the caller is none the wiser as to why the callee doesn’t answer.

1.1.1 Context-aware systems

A context-aware system is any system which uses any kind of contextual information in order to adapt itself to the situation. In the case of mobile communication, context can mean a lot of things, and several different definitions have been presented over the years[58, 61, 9, 20, 59, 52, 45].

In Mizzaro et al. [52] mention that almost any available information available during an interaction can be seen as context information, and goes on to mention some more commonly used types of information used in order to find context. Some of these types of information are presented below.

- Spacial information
- Temporal information
- Nearby resources
- Schedules
- Social situation and identity

Spacial information is perhaps the most frequently used type of contextual information, pertaining to a users location. It can be as simple as knowing whether a user is at home or at work, or more precise by specifying which office floor they are currently on. The benefits of having this kind of information is obvious. Trying to find someone is a lot easier when you know which building they are currently in. In addition, if a user uses a context-aware system in order to find someone else, the system can inform the user that the person they are looking for is currently in a meeting and that looking for them now is not ideal as they are busy and might not be able to talk to them anyway.

Temporal information can be of high value when collecting contextual data, and many ways of presenting this information has been proposed[82, 12, 31].
An example of how to use temporal information is to use it to check for colliding or overlapping events in calendars and schedulers. Other example uses involve combining temporal data with, as an example, sales data, and looking for connections between time of day and sales of certain items. Horvitz et al. [40] presents a system which allows for setting of thresholds for alerts on desktop and mobile alerts depending on urgency, availability, and other factors, including temporal data.

Knowing what resources are available nearby can also be used in order to help users in a variety of situations. This could be as simple as informing the user that a meeting room has been freed up or where the closest room with an available projector is. Taking this further, a system might recognise that a user currently located in a meeting room is about to make a presentation due to an event in that user’s schedule, and as a result it automatically connects the user’s laptop to the projector and speaker system located in the room.

Having access to a user’s schedule can offer a lot of information. Knowing when they are going to meetings, seeing their doctor, or taking vacation can be very useful for providing relevant information without the user having to look it up themselves. An example of using this kind of information can be found in the interaction between Google’s services. Gmail offers functionality which can automatically import event data to your calendar. Many applications also exist which automatically puts your phone on silent during meetings and other events by checking your calendar. Similarly a phone system can note that a callee is in a meeting and inform the caller of when they are expected to be done so that the caller has a higher chance of reaching them the next time they call, or it can present the caller with a set options as to what to do depending on the context of the callee as presented in Chihani [28].

The identity of the user as well as those attempting to contact them, or be contacted by them, is also a useful thing to know in terms of context. We mentioned earlier that a context-aware system could be used in order to reduce the availability of the user if they were in a meeting, but what if the one calling is the user’s supervisor or someone with an urgent need to contact the user? This is mentioned in [77] amongst others, and in reality, people are often willing to be interrupted if the responsible party has a valid reason for it [48]. Identity can also be used in order to tailor a user’s surroundings. A user might have his office set up so that the lighting is adjusted based on the time of day, or having the temperature turned down and the lights turned off when they aren’t there. Chen et al. [26] features more examples of how
various contextual information can be utilized.

For this thesis, the same definition of context that has been used to describe context for the CallMeSmart project earlier will be used. In [71], Solvoll uses the same definition of context as presented in [9]:

"Context is any information that can be used to characterize the situation of an entity. An entity is a person, place, or object that is considered relevant to the interaction between a user and an application, including the user and applications themselves."

context-aware system's are not a new phenomenon. While the term context-aware was first used to describe a system in 1994[59], the concept had already been in use for years. Schilits et al.[60, 58] gives a good overview of some earlier systems, the usage of context-aware systems, and design objectives that they believe should be considered.

One of the first system developed was the Active Badge System first deployed at Cambridge in early 1990[77, 37]. The system used lightweight badges which the users carried. These badges used infrared (IR) communication in order to send out a short signal every so often which could then be picked up by network sensors that were placed around the building in which the system was deployed. The information gathered by these sensors could be presented on a standard PC display showing users' name, location, and the probability of them being in the given location. The probability of a user being in their last location was based on whether the system noticed that the user was moving around recently. The system was primarily used by receptionists who used the presented information in order to forward phone calls. Though some were sceptical towards the system at first, it quickly became a useful tool, and many praised the system for making their lives easier in regards to responding to people trying to reaching them, though they wanted more control over when calls could be forwarded[77].

Another early system that used a similar system was the PARCTAB system develop at Xerox PARC in the early nineties[10, 78]. PARCTAB was a Personal Digital Assistant (PDA) whose applications mostly ran on remote machines and was primarily meant for in-building use. Like the Active Badge System[77] it used IR communication in order to communicate with these applications. While the Active Badge System had network sensors which only picked up signals from the badges, the PARCTAB system used a series of transceivers as the PDAs needed to both send and receiver data.
Another early use of context-aware system’s was to create systems that could provide guidance to its users. One of the earlier systems that did this was Cyberguide[46, 8] which was developed at the Georgia Institute of Technology. Cyberguide acted as an electronic guide system for visitors of the Graphics, Visualization and Usability (GVU) Lab during open houses. Using awareness of the users position the system could provide the user with information about projects and demonstrations either when the user approached the demos, or when the user selected it on the devices interactive touch display. The Cyberguide project also included another guide system that covered a much larger area and wasn’t limited to indoor use. Referred to as CyBARguide[8], it used the Global Positioning System (GPS) in order to find the location of the user. In a similar vein, the system described in Smailagic[67] also features navigation assistance as well as some other features that were not necessarily based on context awareness. As context-aware services can be difficult to develop and test, some have found creative ways of testing services while under development like using a modified game engine to simulate the real world[24].

In more recent times, some businesses and retail stores have started to take advantage of the possibilities that context-aware systems can provide. As an example, Estimote, a company which produces lightweight beacons which can be used for location tracking promotes the idea of combining beacons with an application on the consumer’s phone which can notify the user of sales and other deals going on when the application detects that the consumer is near the store1. In addition, the application can also show the consumer where in the store the desired product is located. These kinds of systems can be seen as a continuation of guidance systems like Cyberguide mentioned earlier in[46]. Similarly the aptly named recommendation systems, systems that try to predict the users interest in an area, product, or event, have also begun using contextual information in order to offer better information to their users[54, 76, 11].

context-aware system’s also share similarities with another concept known as ubiquitous computing, a term initially coined in the late eighties at Xerox PARC[79, 80]. The general concept is the idea of computers being everywhere and adapting to our presence and surroundings without us necessarily realising or having to think about it. An example of how ubiquitous computing is becoming more widespread is that more and more devices and items are becoming connected to the internet. This collection of devices is often referred to as the Internet of Things (IoT), and is often used when talking

1www.estimote.com
about ubiquitous devices. the IoT consists of billions of devices, and increases with every passing day. Cisco features a device counter on their site which keeps track of the number of devices connected to the internet, and estimates that the IoT will number more than 50 billion units by 2020 if the growth continues at its current rate\(^2\). An example of how the IoT might be of use could be an alarm clock that would be connected to the internet and used it to check the local weather and news. If an accident occurred between the owner’s home and workplace, or the weather was making it so that traffic was moving slower than usual the alarm clock could wake the owner up earlier than normal so that they could still get to work on time. Going further, a user might have the alarm set so that if the weather is nice the alarm wakes them up earlier so that they can bike to work instead of taking the car. A simpler example might be a coffee machine that is connected to the alarm clock and times it so that the coffee is ready as the user is getting up.

While the use of context-aware system’s can potentially offer huge amounts of utility, many are still sceptical towards their use. To offer their services some context-aware systems often gather large amounts of personal data, and for many users the additional utility gained from the use of such systems do not outweigh the loss of privacy that the system generates. As a result of this, privacy is often referred to as the biggest concern when talking about context-aware systems\(^{[39]}\). This has lead to much research being been done in the area of protecting privacy in context-aware systems\(^{[39, 42, 65, 48, 18]}\). In\(^{[39]}\), Hong et al. raise concerns about abuse and unease over the lack of control that users have over what information is gathered by these systems as some of the criticisms users have towards context-aware systems, an issue which is also discussed in Spreitzer et al.\(^{[72]}\) and Barkhuus et al.\(^{[17]}\).

Often, privacy is seen as a binary concept, where information is either available, or not at all. Examples of this includes using K-anonymity\(^{[74]}\) and L-diversity\(^{[47]}\), which is an extension of K-anonymity. While these properties are good in terms of preserving privacy, it can often reduce the amount of utility that can be extracted from the system. Other systems propose to treat privacy as a negative utility in order to increase the amount of information that the system can provide while still preserving the privacy of the users, as users often are willing to make exceptions to their privacy depending on the context of the person trying to reach them\(^{[48]}\). As earlier mentioned, people are often willing to be interrupted as long as there is a valid and urgent enough reason for it. As an example, someone hastily working towards a strict deadline might be willing to be interrupted if someone needs

\(^2\)http://newsroom.cisco.com/ioe
an urgent signature, but not if someone needs a confirmation of something that they could also get from someone else.

1.1.2 Context-Aware systems in hospitals

Communication in hospitals is often interrupt driven[29, 83], and in these environments interruptions can sometimes result in critical medical errors[38, 81]. In today’s hospitals pagers are the primary tool for communication[57] and cause frequent interruptions[21, 43], e.g. the receiver of a page is not near a phone and so needs to locate one, or the sender of the page might not be near a phone when the receiver responds to the page. It’s also not unusual for some physicians to carry several communication devices on their body[62, 57] depending on their role, e.g. head nurses or doctors on call often carry multiple devices. This can often end up reducing the effectiveness of alarms in what is known as alarm fatigue[63, 36, 32]. One alternative to using pagers has been to use mobile phones instead. While it has been shown that this can improve communications[51, 73, 34, 29], it has also been shown that phones can be more interruptive than pagers[62, 68, 69]. Part of the reason for this might be that workers often prefer to use synchronous forms of communication, even though it isn’t efficient[55].

These things are important to consider when designing mobile communication systems for hospitals and the health care sector, as more than half of all medical information systems introduced fail due to staff resistance[13].

A proposed solution to reduce the problems associated with mobile phones has been to use the current context of the caller as well as the callee. Solutions have been presented where information like a users location, their role in the organisation, the timing of the delivery of information, as well as the state of devices used needs to be considered[35]. While the solution presented in [35] solves some of problems associated with mobile phones in hospitals, it also increases the number of devices that workers will need to carry, as it is not compatible with the different hospital infrastructures that exist. Studies have shown that when callers are provided with contextual information on the person they’re calling it reduces the number of ill-timed calls[14].
1.2 Research problem and questions

For this master’s thesis, the primary research problem is as follows: How can we create a solution for an extramural communication service for the existing CallMeSmart system through a transparent Wi-Fi to Global System for Mobile Communications (GSM) switch? This was expanded to the following subproblems:

- How can we provide all services offered by CallMeSmart on a public (GSM, General Packet Radio Service (GPRS), 2/3/4G) and private network (Wi-Fi at home).
- How can we maintain a communication channel when switching from a network to another (Roaming between intramural, public and private environments) without connection drops.

The research in this thesis is done as a part of the CallMeSmart project. The work being presented was done as a collaboration between The Arctic University of Norway (UIT) and the Norwegian Center for Integrated Care and Telemedicine (NST), as CallMeSmart is a product of NST.

1.3 Motivation

The current CallMeSmart system uses IP based calls and communications. The addition of GSM based communication for the system would allow users to move outside the range of the hospital network while still being able to communicate with other users in the system. This addition communication tool could also be used in order to provide a possible fallback solution in cases where hospitals might experience problems which could prevent the primary system from working. Network error which disrupt traffic can prevent IP based system from working entirely, potentially halting communications for days, as was the case at St. Olavs hospital in 2006[2] and at Akershus University Hospital in 2011[4].

Ultimately, the motivation for exploring extramural communication possibilities for the CallMeSmart system is to further improve the availability of users when they should be available. Implementing GSM support aids this purpose by allowing users to reach users that are not able to be reached over the local hospital network.
1.4 Scenario

To illustrate a scenario where being able to hand off calls from one network type to another, we can imagine a nurse who is moving around the hospital. As she is making the rounds, she encounters a situation which leads her to making a call to a colleague. As her phone is connected to the hospital Wi-Fi and the CallMeSmart system, a /glSIP based call is made. At some point the phone’s connection to the Wi-Fi network might drop, be it due to a coverage dead zone, or perhaps for some other reason. Instead of waiting until she regains her connection to the Wi-Fi network, a call can now be made over the GSM network instead. In order to restore the call the CallMeSmart system, which notes that the call was ended pre-emptively, performs a new call to the nurses’ phone. Since the phone is no longer on the hospital network, the system uses its external trunk in order to make a call over the GSM network. As our nurse carries on, she eventually ends up getting a Wi-Fi signal back. As the call is currently taking place on the GSM network there is little need to switch back to an IP based call as long as there aren’t any problems with the connection to the GSM network. As IP based calls are initialized quickly, an IP based call can be quickly established if the GSM call was to be dropped for some reason.

1.5 Research approach

The research performed was carried out three phases. Initially, research was made into possible ways of achieving the desired results as well as looking at what additional materials would be needed. After assessing what options were available, a choice was made on what solution to pursue. The second phase involved developing and merging the solution into the existing CallMeSmart system. In the third phase the implemented system was put through a series of tests in order to measure how well the system was working.
1.6 Scope and limitations

The scope of this thesis is to develop and test an external trunk solution for the CallMeSmart system that allows users to make calls and continue to communicate even if they are not located in range of the hospital’s wireless network. This did not include sending of messages and alarms to users located outside the hospital. The system would also switch calls over to using the GSM network if noting that calls were prematurely ended, say in the case of a caller dropping their connection to the server as a result of moving outside the range of the wireless network.

Implementing support for sending and receiving of messages and alarms were not considered to be within the scope of this thesis, mainly due to the additional security requirements that would need to be met in order for these services to be allowed over external networks. As GSM is considered to be secure enough for calls, no additional security measures needed to be implemented.

1.7 Major results

The major results presented in this thesis is the implementation and testing of an external trunk for the CallMeSmart system that allows users to continue communications when leaving the coverage of the hospital’s wireless network. The implemented solution has been tested and results have shown that the quality of calls utilising the external trunk handily meets the requirements for what are considered to be acceptable levels of quality.

1.8 Contribution

The contributions of this thesis to the CallMeSmart project is the research and implementation of a external GSM trunk that allows users to contact each other even if they are not connected to the wireless hospital network, as well as the ability to continue conversations that are interrupted as a result of either party losing their connection to the wireless network on the GSM network without user interaction.
1.9 Structure

The structure for the rest of the thesis is presented in the following table.

<table>
<thead>
<tr>
<th>Chapter</th>
<th>Chapter contents</th>
</tr>
</thead>
<tbody>
<tr>
<td>2 - Background</td>
<td>Introduces the problem area and gives information on the CallMeSmart system as well as other points related to this thesis.</td>
</tr>
<tr>
<td>3 - Theory and state-of-the-art</td>
<td>Presents the current state of the art.</td>
</tr>
<tr>
<td>4 - Materials and Methods</td>
<td>Presents the hardware and methods used in this thesis.</td>
</tr>
<tr>
<td>5 - Results</td>
<td>Presents the results found.</td>
</tr>
<tr>
<td>6 - Discussion</td>
<td>Discusses the findings from chapter 5.</td>
</tr>
<tr>
<td>7 - Conclusion</td>
<td>Concludes on the findings of the thesis and presents future works.</td>
</tr>
</tbody>
</table>
Chapter 1. Introduction
Chapter 2

Background

2.1 CallMeSmart

CallMeSmart is a context-aware system for intramural communication in hospitals developed at NST, a department under The University Hospital of North Norway (UNN), in cooperation with St. Olavs Hospital. CallMeSmart focuses on making communication between physicians more efficient by reducing the number of interruptions through the use of context-aware services. CallMeSmart is still in development and is currently being tested at the Oncology department at UNN where around ten users from a testing userbase of around one hundred users are switching between testing the system simultaneously. During this ongoing trial period, the system is used primarily by nurses, but some doctors are using it as well. The feedback received from users so far has been mostly positive[71]. Future works are also planned in order to make CallMeSmart ubiquitous and self-learning[70].

CallMeSmart gathers contextual data from various sources including the users calendar, work schedule, and position. The system uses this information to adapt the users phone profile and availability. Using information gathered from this data, the system is aware of when users are busy and has the option of redirecting callers to another physician if the availability of the person originally called is set to busy, or callers can force the call to go through even if the callee is listed as busy, say in case of an emergency.

The primary aim of CallMeSmart is to reduce the number of interruptions that physicians receive. In addition, as physicians often carry more than one
device for communication[68], CallMeSmart offers added value by reducing the number of devices that physicians need to carry.

2.1.1 Architecture

Server architecture

The software architecture of the CallMeSmart system can be seen in figure 2.1. In addition, the framework architecture of the server can be seen in figure 2.2. The role of the different servers are presented in the following sections. The descriptions provided here are based on the data presented in [71], which covers the architecture of the system in more detail.

Ascom Unite and Ascom IP-DECT

The Ascom Unite system is a middleware platform that connects systems and allows for two-way communication between users and different systems. It consists of several modules which each handle different functionality.
Figure 2.2: The overall framework architecture of the CallMeSmart system [71, Figure 3-6, p. 27].
Unite also interfaces with third-party systems. In CallMeSmart it handles communication with the Ascom Digital Enhanced Cordless Telecommunication (DECT) phones being used as part of the system.

Ascom IP-DECT is a communication system that integrates with call, messaging, and alarm services. It is used in combination with Ascom Unite in order to handle communication with Ascom devices.

CallMeSmart Virtualization Server

The CallMeSmart Virtualization Server (CMS-VS) is a Microsoft Server 2012 which is running VMWare Workstation 8 in order to virtualize all the machines and systems needed by the CallMeSmart system. These systems include the Context-Aware Server which handles the context-aware services of the system, an OpenLdap server which handles authentication of users, an SVN server that handles source control, and an Asterisk server acting as the systems Private Branch Exchange (PBX). Each system is described in more detail in the following sections.

Context-Aware Server

The Context-Aware Server consists of a set of software solutions that provide context-aware services by intercepting, analysing, and managing calls and messages. These solutions are presented in the following paragraphs. Initially the Context-Aware Server was running on a virtualized Windows 2008 Server R2, but as part of this thesis the server was migrated to run on a virtualized Debian 7 Wheezy server.

Context-Aware Application The Context-Aware Application is a custom made Java application which handles all context related services offered by the CallMeSmart system. It handles calls through the use of Asterisk Gateway Interface (AGI), which allows it to apply the context-aware services of the system to the Asterisk dialplan; it connects the Openfire-based messaging of the Android phones with the Open Java Server (OJS) managed messaging of the DECT phones; it communicates with the Zimbra server in order to get appointments for users, and it handles all interactions with the Context-Aware Database. It also send contact lists and other data to the Android phones using a Java API called JAX-WS.
As can be seen in figure 2.1, The Context-Aware Application’s interaction with the Android phones differs from its interaction with the DECT phones. This is because the Context-Aware Application’s communications with the DECT phones go through the client running on the Ascom OJS, while the Android phones communicate directly with the Context-Aware Application.

**OpenFire** The OpenFire server is a real-time collaboration server used by the Context-Aware application and the Android softphones for instant messaging services. Unlike the Ascom DECT phones the Android phones do not make use of the OJS for instant messaging. Messaging services are offered using the XMPP protocol.

**Administration panel** The administration panel is an application that allows administrators to manage groups, users, and the configuration of the global CallMeSmart system, including the Ldap server[84] and the context-aware database. It is a self-made Java EE program running on Glassfish. It also gives administrators access to call statistics like that shown in figure 2.3.

**Context-Aware database** The context-aware database consists of a set of databases running on PostgreSQL 9.2 and is used to store all data used by the CallMeSmart system, including configurations, logs of services provided, account settings, and contextual data.
SVN server

An Subversion (SVN) server running on Ubuntu Server 12.04 used to store the source code of every self-made application in the CallMeSmart project. This includes the Android Softphone, the OJS Client, the Context-Aware Application, the administration panel, and the location Application.

OpenLdap

The OpenLdap server implements the Lightweight Directory Access Protocol (LDAP) protocol for accessing and maintaining distributed directory information services over a hierarchical structure. It implements a self-made LDAP schema in order to provide a centralized authentication system for the CallMeSmart system (Asterisk and OpenFire). The CallMeSmart system is compatible with any LDAP server as long as the self-made schema is installed.

Zimbra

The Zimbra server runs an instance of the Zimbra Collaboration Suite, which is an enterprise open source email server which offers services through a Simple Object Access Protocol (SOAP) interface. It communicates with the Context-Aware Application through SOAP requests over a TCP-IP connection which makes it possible to extract user data stored on the server. The Zimbra server is used in order for the CallMeSmart system to extract appointments for the users. It runs on a emulated 64 bit Linux Ubuntu Server.

Asterisk

The Asterisk server is running an instance of Asterisk 1.8 and acts as the PBX of the CallMeSmart system. Asterisk is a software implementation of a PBX licensed under the General Public License (GPL). As mentioned earlier, The Asterisk server intercepts calls made on the network and then forwards them to the Context-Aware Application using AGI, which can then apply the context-aware services of the system to the call.
Ascom OJS Client

the Ascom OJS is a part of the Ascom IP messaging platform. It is a pro-
gramming server, which makes it possible to implement customised features
not covered by the standard Ascom UNITE system, and is directly inter-
faced with the Integrated Message Server (IMS). The OJS makes it possible
to have Java applications communicate with the Ascom messaging system,
which also allows it to establish communication with external systems such
as CallMeSmart.

Ascom Integrated Message Server

The Ascom IMS is a middleware that helps connect the IP-DECT base sta-
tions to the other modules running on the Ascom Unite system. Its role
in the CallMeSmart system is to manage and direct data to and from the
DECT phones used by the system. It supports a set of services that are used
by the system including message distribution, a central phonebook, as well as
an IMS messaging tool.

Phone software architecture

The software architecture of the CallMeSmart softPhone, showing how the
various processes of the system are separated from each other, can be seen
in figure 2.4.

2.1.2 Communication

CallMeSmart supports several forms of communication between users in the
form of calling, messaging, and the ability to send out and answer alarms.
Differing from many other alarm systems, which will alert all users when
sending out an alarm, CallMeSmart uses contextual information in order to
only sends out alarms to relevant users.

Calls are performed using Session Initiation Protocol (SIP) and acts much
like it does with a normal phone. The differences come from the context-
aware services of the system which decides what action to take depending
on the availability setting of the user receiving the call. In addition to being
Figure 2.4: The software architecture of the CallMeSmart softPhone[71, Figure 4-15, p. 47].
able to call users in the CallMeSmart system, the softphones can also make
calls to regular Ascom phones connected to the same system.

Messaging works similar to regular phone texting, but also gives the user
sending messages feedback when the callee has read the message. This is
helpful in that users no longer have to wonder whether the receiver has seen
the message or not.

While calls are handled through a server using a software implementation
of a PBX in the form of Asterisk\(^1\), messages are handled through an Open-
Fire\(^2\) server. The Context-Aware Application and Android smartphones use
this server in order to share messages using the XML format. CallMeSmart
handles all communication through TCP-IP sockets\([71, p. 59]\). The data flow
of the system can be seen in figure 2.5 though it should be noted that the
figure does not show the complete data flow. As mentioned in section 2.1.1
there is a missing data path which connects the Context-Aware Application
directly to the phones through the Wi-Fi routers. This connection is amongst
other things used to retrieve contact lists when users log on to the system
and update contact lists on the server side when adding entries on the phone.

### 2.1.3 Handling availability

As mentioned earlier users of the CallMeSmart system can either set their
availability manually or use the automatic option which uses location based
information as well as information gathered from user’s calendars and sched-
ules in order to pick the option it deems most appropriate for the situation.

An overview of how a phone’s default state varies depending on what mode
it is currently in can be seen in table 2.1. If a user desires they can also
choose what state should be associated with the different modes, as they can
customize the associated values on an individual basis. When selecting an
availability mode manually the phone stays in that mode until changed either
by the system or the user, as user have the option of setting a timer which
sets availability back to available a given time after the availability mode
has been changed manually. When set to adjust availability automatically,
the system uses contextual data about the user in order to adjust to the
situation.

\(^1\)http://www.asterisk.org/

\(^2\)http://www.igniterealtime.org/projects/openfire/
Figure 2.5: The global data flow of the CallMeSmart system. Yellow lines show calls, black lines show data, and blue lines show messages[71, Figure 4-13, p. 46].

Table 2.1: Default relation between phone mode and state[71, Figure 4-8, p. 42].

<table>
<thead>
<tr>
<th>Mode</th>
<th>Critical area OR meeting</th>
<th>Global state</th>
</tr>
</thead>
<tbody>
<tr>
<td>Available</td>
<td>X</td>
<td>Available</td>
</tr>
<tr>
<td>Busy</td>
<td>X</td>
<td>Available</td>
</tr>
<tr>
<td>Pager</td>
<td>X</td>
<td>Pager</td>
</tr>
<tr>
<td>Auto</td>
<td>X</td>
<td>Busy</td>
</tr>
</tbody>
</table>
2.1.4 Security and authentication

As CallMeSmart is currently a closed system in that it only communicates with devices on the secured hospital network the authentication and security in place do not need to include support for communication with external networks. As was earlier mentioned in section 2.1.1, authentication is handled through the use of a server implementing an LDAP protocol using OpenLdap\(^3\). This authentication mechanism is also compatible with Active Directory (AD), the directory service some hospitals, like UNN, use in order to authorize hospital users and computers. In addition, Wi-Fi traffic is encrypted using shared key encryption, and any connection attempts from devices that do not have their MAC addresses registered to the server’s list of approved devices are ignored.

Security requirements

Currently CallMeSmart meets the security requirements needed in order to be used at a hospital as long as the system remains on the closed network of the hospital. Additionally, GSM networks are considered secure enough for phone calls, meaning that for the goal of this thesis there is no need to implement additional security that what is already in place. However, if CallMeSmart was to start offering services like Voice over IP (VoIP) or messaging over either GSM or other types of external networks, e.g. regular IP connections over Wi-Fi using the internet, there are additional requirements that needs to be met. To offer these services over external networks CallMeSmart would need to need to meet the requirements of a so-called level four security system.

Security and authentication are an important part of systems with access to sensitive information. In 2008, the Ministry of Government Administration, Reform and Church Affairs, formerly known as the the Ministry of Government Administration and Reform, released a framework for authentication and non-repudiation for public services in Norway\cite{49}. This framework presents four security levels for authentication and non-repudiation based on a set of security parameters which are listed below. The authentication level which a service is required to adhere to is based on what information the service gives the user access too. Table 2.2 shows what parameters are needed to satisfy the different security levels. For a level four system solutions which satisfy the requirements include authentication systems from Buypass,

\(^3\)http://www.openldap.org/
Commfides, as well as bankID.

- **Authentication factor specifications:** Describes the number of authentication factors and their properties, e.g., dynamic or static. Examples of static factors include passwords and biometric data, while dynamic refers to things like BankID and Public Key Infrastructure (PKI) based solutions.

- **Distribution:** Describes how the connection between the authentication factors and the user identities are made. Does the user need to show up and identify themselves, or can they receive the authentication factor by mail.

- **Security requirements towards authentication factors during storage:** Describes how the authentication factors should be stored and protected. As an example, a password list stored on paper can be copied, but if presented as scratch cards the rightful owner will know if the passwords have been compromised as cards would need to be scratched.

- **Non-repudiation requirements:** The degree to which it should be possible, at a later date, to document the authenticity that a user performed an action.

- **Public approval requirements:** If there are public specifications for this kind of solution, and states whether the solution has been declared by a public scheme.
Table 2.2: security levels for authentication and non-repudiation.

<table>
<thead>
<tr>
<th>Level</th>
<th>Authentication requirements</th>
<th>Distribution to users</th>
<th>Storage</th>
<th>Approval</th>
<th>Non-repudiation</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Physical</td>
<td>Legal persons</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>None</td>
<td>None</td>
<td>None</td>
<td>None</td>
<td>None</td>
</tr>
<tr>
<td>2</td>
<td>One-factor</td>
<td>Mailed to registered address, The name of the physical person whom can sign for the legal person should be on the shipment. Alternatively it can be sent to the registered address of the signer.</td>
<td>None</td>
<td>Both static and dynamic factors can be copied.</td>
<td>None</td>
</tr>
<tr>
<td>3</td>
<td>Two-factor, whereas one is dynamic.</td>
<td>Same requirements as for level 2, but with an additional requirement that the distribution procedure should have an integrated security measure which should minimize the chance that the wrong person can make use of the solution. Personal attendance is not required.</td>
<td>None</td>
<td>The dynamic factor can be copyable, the static cannot.</td>
<td>None</td>
</tr>
<tr>
<td>4</td>
<td>Two-factor, whereas one is dynamic.</td>
<td>The requirements for registration and distribution are equal to the specifications for PKI, Person-High [50]. Personal attendance with legitimation at least once.</td>
<td>None</td>
<td>Neither the static or the dynamic factor can be copyable.</td>
<td>Neithe</td>
</tr>
</tbody>
</table>
Chapter 3

Theory and state-of-the-art

3.1 Related technologies

This chapter covers two different areas that relate to CallMeSmart and the solution implement for this thesis. These areas are existing communications solutions within the hospital and healthcare sector and seamless handoff technologies.

Section 3.1.1 displays some established communications systems within the hospital and healthcare sector while section 3.1.2 highlights some existing technologies that allow for seamless handoff between different communication networks.

3.1.1 Communication systems for hospitals

As earlier mentioned, communications systems are an important part of the day-to-day operations going on at hospitals and in the healthcare sector. Unsurprisingly, this means that there is a large number of communications systems and solutions available. When considering that more than half of all medical information systems introduced fail due to staff and user resistance[13], it is also clear that the people who use these systems do not accept half-baked solutions.

This section presents some well known solutions within the hospital and healthcare section that share similarities with the CallMeSmart system. Some
of these systems offer a combination of hardware and software solutions, others offer either hardware or software. The systems presented were found through a combination of searching the web using keywords like hospital communications solution, ascom integration hospital communications solution, looking at existing literature on context-aware services in hospitals, and talking to people at NST about existing systems.

Ascom

Ascom is one of the world’s leading providers of mission-critical communication systems with a primary focus on the healthcare sector. In the global wireless communications drive test they held a 38.2% market share in 2010[6].

While Ascom offers a large number of different communications devices for hospitals, the focus of this section will be on the product that relates the most to CallMeSmart. This product comes in the form of the recently released Ascom Myco1. Seen in figure 3.1b, it is a smartphone targeted towards healthcare workers and caregivers. A big advantage of the Ascom Myco is the fact that it is an Ascom product and as such is compatible with other Ascom systems. As a result of this it can be a lot easier to integrate into existing systems if a hospital is already using an Ascom system. The Ascom Myco is based on the Android operating system and uses Security Enhanced Linux (SELinux) in order to add mission-critical extension at an operating system level. Being an Android based phone, the Ascom Myco is also compatible with a wide range of Android applications, though it has been designed to suppress 3rd party applications in order to make sure that the Ascom core applications always run reliably.

Being a specialized phone also gives the Ascom an edge over other software based solutions (like CallMeSmart) which simply take over an existing smartphone in that the phone can be built with specific features that are normally not found in regular phones. Some examples of this are the dedicated barcode scanner built into the phone and the display on the top of the phone which allows for quick at-a-glance notifications.

The Ascom Myco also features multi-carrier support, meaning that it supports both GSM call functionality as well as Voice over Wi-Fi (VoWiFi). The Ascom Myco’s SIP client is also optimized for VoWiFi and offers seamless roaming, allowing users to move about without having to worry about the
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phone losing connectivity. The Ascom Myco, like CallMeSmart, also uses some context-aware information in order to improve workflow. One example of how the Ascom Myco uses context is how alarms are handled. Instead of being broadcast to everyone in a ward, alarms initially only go out to the nurses assigned to the patient from whom the alarm originated, similarly to CallMeSmart and the Extension Engage system mentioned in section 3.1.1.

**Vocera**

Vocera is a provider for communication systems in hospitals and the healthcare sector. Their solutions offer seamless integration with other existing hospital systems, and offers some context-aware services, like alarm prioritization in order to improve the efficiency of users, or group-based calling, where a user can call a single number and the system will match the person to the most suitable person based on what they initially needed.

In addition to offering integration with existing hospital infrastructure Vocera also offers solutions that can run on Android and iOS devices, allowing its users to use the devices they are the most comfortable with. They also offer the Vocera badge, a wearable device which allows for hands-free communication, which users to focus on what they are doing. It is shown in figure 3.1a.

**Avaya**

Avaya is a global provider of business collaboration and communications solutions. They offer solutions in the form of both hardware or software solutions, including integrated communication centers, conference phones, desktop phones, IP- and DECT phones.

Avaya one-X is an application lets users communicate with Avaya communication solutions through the use of smartphones and tablets. It supports Bring your own device (BYOD), meaning that users have the option of using their own devices when communicating if desired, be it an Android, iOS, or Blackberry device. Avaya one-X also all allows users to hand over calls from Wi-Fi to cellular networks like GSM with the click of a button if users were to move out of Wi-Fi coverage.

Avaya also offers a solution called Avaya Awareness, a context-aware solutions
that aims to help users by providing them with information related to the situation they are currently in. Examples of this include providing users with relevant documents when joining a conference call, or showing relevant documents and relevant people to invite when receiving a call.

**Extension Engage**

Extension Engage is an alarm and response system developed specifically for use in hospitals and the health care sector. Much like CallMeSmart it aims to improve workflow by reducing the amount of interruptions that physicians receive.

Similarly to CallMeSmart, Extension Engage attempts to reduce alarm fatigue by using contextual information in order to make alarms go out to the most relevant personnel.

Extension Engage Mobile, which is the mobile component of the Extension Engage solution, lets users get access to relevant information like reports and contextual data from other systems connected to the Extension Engage solution in order to enhance workflow. Additionally, it gives users the ability to easily communicate with each other as well as respond to alarms on the fly.

---


The Extension Engage Mobile solution supports a high number of common device operation systems, including Android, Apple, Ascom, Avaya, Cisco, NEC, Spectralink, and Vocera. Figure 3.2 shows two different mobile devices running the Extension Engage Mobile platform. The left phone shows a user making a search and receiving a list of users along with their availability. The device on the right shows an incoming call along with some contextual information related to the call.

3.1.2 Seamless handoff technologies

The introduction of smartphones, tablets, as well as laptops becoming better and better in terms of battery life, power, weight, and size, has helped make communication while on the move much easier. Coupled with increased Wi-Fi and cell phone coverage, acts like checking and answering emails can be done with a few clicks from almost anywhere.

With all of these options available, naturally we want our devices to use the

\[\text{image taken from http://www.extensionhealthcare.com/extension-engage-mobile/} \text{ Accessed: 31.05.2015} \]
best available connection available. There is no need to use a 2G connection if there is a Wi-Fi network available which has both better bandwidth and signal strength. This process of having a device connect to more than one network as it moves around is often referred to as multihoming or seamless mobility. The idea of having devices seamlessly move between and make use of the best available network at the time has been explored extensively, from earlier implementations like in MosquitoNet[15, 27], Brattli[22] and Bharghavan[19], to more recent implementations like[23, 44, 56, 41]. In [22], Brattli discusses dynamic and seamless switching between wired and wireless networks by shielding system processes and applications from the interruptions that are normally caused by changing networks and goes on to mention how TCP/IP is not meant for mobile devices, as switching networks also requires that devices change their IP address[30], an action which can interrupt some operations.

Laptops are often connected to the wired network while in a cubicle, but when brought to conference rooms and meetings, they tend to rely on Wi-Fi for convenience. In this case, making a seamless switch from one network type to another is rarely that important. If a user is presenting something, the powerpoint file used is often already stored on the machine, or can be downloaded upon arrival. In most cases where a laptop is moving between different locations and access technologies there is no need to maintain a connection across different network types.

Smartphones normally default to using a nearby Wi-Fi network but can fall back to using networks like GSM or 4G Long-Term Evolution (LTE) if needed. This takes advantage of the strengths of both networks. Whereas Wi-Fi networks tend to have higher bandwidth than cellular networks, the cellular networks provide a wider coverage area than Wi-Fi networks. This network switch, often referred to as a vertical handover, involves changing the technology used by a device in order to reach the supporting infrastructure it communicates with. Often, a device performing a vertical handoff will end up having its IP address changing as a result of changing the technology used in order to connect to the internet. For some services, a device changing its IP address mid service can cause interruptions. The difference between a vertical handoff and a horizontal handoff, where a device changes the access point it uses but the technology used remains the same, is illustrated in figure 3.3.

As smartphones are frequently used on the move, and are often used for streaming services like VoIP and video streaming. As a result, one would
ideally like to be able to move between different network types without having to worry about having active services being interrupted. The following sections presents some solutions that focuses on solving this problem.

**IEEE 802.21 and the Media Independent Handover standard**

With mobile devices becoming increasingly popular the issue of maintaining data sessions across different networks became an increasingly larger problem. To aid against this, the IEEE created the IEEE 802.21 standard\[75\], whose goal was to provide a that could provide a media-independent framework in order to enable a seamless handover between different kinds of access networks. It shares some similarities to the IEEE 802.11u standard which allows for roaming between 802.11 networks and other networks, though the 802.11u standard does not support handover of ongoing IP sessions. The 802.21 standard provides information for use on handover between the 802.3, 802.11, 802.15, 802.16, 3GPP and 3GPP2 standards. The primary work of the 802.21 group is the Media Independent Handover framework\[5\].

The 802.21 standard does not attempt to standardise the handover execution mechanism itself\[75\], meaning that the Media Independent Handover standard can also be applicable to systems on different levels of the protocol stack, be it running Mobile IP at the IP layer, or SIP at the application layer. The Media Independent Handover standard defines a set of tools needed in order to exchange information, events, and commands to aid in handover initiation.
and preparation.

**Generic Access Network**

Generic Access Network also known as Unlicensed Mobile Access (UMA), is a telecommunications system for improving data and voice applications by allowing network traffic to be sent over the internet instead of using an over-the-air technology like GSM. Generally, its most discussed feature is the systems ability to seamlessly transition between using cellular networks and Wi-Fi for traffic. Figure 3.5 shows how the architecture of how the Generic Access Network is organised. Using the Generic Access Protocol system devices have the ability to choose the currently best available method of passing traffic to the core mobile network, be it through an over-the-air service like GSM, or by using a secure IP connection to a Generic Access Network Controller over a Wi-Fi network.

The Generic Access Network system can be especially useful in places where cell phone coverage is unreliable or non-existent as providers can offer coverage through Wi-Fi, which is often cheaper and easier to set up than erecting
Mobile IP

Developed by the Internet Engineering Task Force (IETF), Mobile IP is a communications protocol for allowing mobile devices to move between different networks while maintaining the same IP address through the use of indirection, offering users a seamless and continuous connection to the internet.

Devices, commonly referred to as Mobile nodes, are identified through an IP address aptly named the home address. This IP address is When connected to network other than the home network, known as a foreign network, the mobile node is associated with a so-called care-of address which is used to identify its current connection to the internet. At this point the home address is associated with what is referred to as a Home Agent (HA), a router on the home network that keeps track of the care-of and home address of mobile nodes. When a mobile node is connected to a foreign network the HA uses proxy Address Resolution Protocol (ARP) in order to receive datagrams from the correspondent host that the mobile node communicates with. These datagrams are then forwarded to the mobile node through IP tunnelling. When arriving at the foreign network, the Foreign Agent (FA) forwards the datagrams to the mobile node. The FA holds information about mobile nodes
current on the network and also advertises care-of addresses for mobile hosts. If a foreign network does not feature a FA, the mobile node has to get and advertise a care-f address by itself.

Figure 3.6 shows how communications are routed between the Mobile node, FA, Correspondent Host (CH), and HA when the Mobile Node is connected to a foreign network.

Whereas Mobile IP essentially treats all communication as if it is remote, others have taken the opposite approach. Contact Networking[25] treats all communications as if they are local with the goal of providing support for local connectivity equivalent to that provided by Mobile IP for remote connectivity.

**Project Fi**

Google recently unveiled Project Fi, a wireless subscription service which automatically and seamlessly switches between different mobile networks and

---

5https://fi.google.com/about/
Wi-Fi in order to provide the best available service at any given time. This is achieved through a cellular radio which supports all 4G LTE networks in the US, as well as many others. It allows for calls to be started on Wi-Fi, but will switch seamlessly to a cellular network if the connection is weakened or drops. Google does make any mention of how the system does this other than stating that it uses new technology. While not discussing any implementation details regarding the system, they mention that the system analyses network connections in order to always utilize the best network available as well as maintaining a list of open Wi-Fi hotspots that have been verified to be both fast and reliable.
Chapter 4

Materials and Methods

4.1 Materials used

The research conducted for this thesis was primarily done using hardware that was already used within the CallMeSmart system.

4.1.1 Phones

As the research did not require any additional functionality from the phones CallMeSmart is using, there was no need to change the phones currently being used in the CallMeSmart system. This meant that the system would continue to use the phones that it was currently using. A complete list of hardware used is shown below.

- Samsung Galaxy SIII (S3) - Used as an outside-the-network phone.
- Samsung Galaxy SIV (S4), multiple - Used as CallMeSmart softphones and as GSM gateway phones.
- Nexus 5 - Used as a GSM gateway phone.
- Lenovo Thinkpad T440p - Laptop used to run the virtual machines.
- Broadcom Corp. Targus Bluetooth adapter BCM2035 - used to connect gateway phones to Asterisk.
• Broadcom Corp. Targus Bluetooth adapter BCM20702 - used to connect gateway phones to Asterisk.

• Plantronics BT 300 Bluetooth adapter - used to connect gateway phones to Asterisk.

• Jabra LINK 360 Bluetooth adapter - used to connect gateway phones to Asterisk.

• Subscriber Identity Module (SIM) cards - used for calls on the GSM network.

In order to allow the phones to communicate over the GSM network, the phones located outside of the Wi-Fi network had to be equipped with regular SIM cards.

4.2 Design

The initial idea for extending CallMeSmart to support extramural communication was to give the PBX an external trunk which it could use in order to connect the IP based calls to users outside the hospital network. In order to simulate this a prototype setup was created. This setup used a set of mobile phones equipped with regular SIM cards, making them able to make calls over the GSM network. Asterisk features a module called chan_mobile which allows it to use a mobile phone as an Foreign eXchange Office (FXO) device over Bluetooth, which was used to connect the phones to Asterisk. The phones connected to Asterisk would then be used as gateways, bridging the internal IP based network to the GSM network. This setup is illustrated in figure 4.1. In addition, users should be able to select a GSM only mode where the phone will make calls directly to the intended callee rather than going through the system.

4.2.1 Maintaining contact lists

As phones are not tied to specific individuals the system needs a way of letting other users know that this user is now associated with this number. SIM cards stay with the phone so a user might have one number one day and another number the next day. Having someone else answer when you think
you are calling a specific person is not a desired outcome. In order to avoid this the context-aware database contains a field for each user which holds their currently associated GSM phone number, as shown in figure 4.2. Note that this is not the same as their IP based number, the extension number, which remains the same across phones. When a user logs on to the system the server is informed of the users new GSM number and the context-aware database is updated accordingly as illustrated in figure 4.3a. If the user is using a DECT phone or a CallMeSmart softphone without a SIM card the GSM number is set to N/A in the database.

As contact list and other data are deleted locally on the phone every time a user logs off the system or the phone turns off, there is no need to check if a users contact lists have been updated when they log in as they will always download the most up-to-date version when logging on. As a result of this, the only scenario in which updating contact lists is applicable is in the case of users who are online when changes occur.

To ensure that users’ contact lists are as up-to-date as possible, the server checks what contact lists contains a given number whenever a user logs in with a new GSM number. Naturally, this process is automated and doesn’t require any input from the user carrying the phone. The process is shown in figure 4.3b and goes as follows:

1. A user logs on the system.

2. The server notes that the user has a new GSM number and updates
Figure 4.2: The contact list database schema.
the database.

3. The server looks up which contact lists contain the user which just logged on. If the owner of a list is online, the server notifies them that their contact list is outdated.

4. The CallMeSmart softphone, having received the notification, request that the server send it the updated contact info.

5. The server fetches the requested information from the database.

6. The server sends the requested data to the phone.

Currently the system is set up in such a way that if a user loses contact with the network for twenty seconds they are automatically logged out of the system and are required to sign in again when they can contact the network again. When discussing support for GSM calls so that users outside of the hospital can be reached it it clear that this setting would cause problems. Instead of simply removing this feature the system might require that users that stay outside the range of the hospital network for extended periods of time, say every few hours, reauthenticate themselves to show that they are still online. This process should of course be as non intrusive as possible as to not become an annoyance to the users. A suggested solution has been to allow users to scan their ID badges in order to generate a dynamic passcode which can be used in combination with their standard password in order to authenticate them when logging in and reauthenticating. If a user isn’t in range of the hospital network this presents a problem in that the phone would need a secure way of contacting the server in order for the authentication to be approved.

The fact that user might be considered online even when they are not reachable through the hospital network presents a set of problems that need to be solved. Primarily, the following problems need to be addressed:

- The system needs a way of knowing whether users are still online if they stay outside the range of the hospital network for an extended period of time.

- When not able to connect to the server users can end up with outdated contact information as other users might change phones and GSM numbers.
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The issue of the server knowing whether users are available or not could be solved through the use of reauthentication as mentioned earlier. If a user fails to reauthenticate within a given period of time they are considered logged out from the systems point of view. This would require that the system implements a way of contacting the system from outside the hospital network, be it through Virtual private network (VPN) tunneling or another solution. A secure VPN tunneling solution would also be able to solve the problem of updating contact information for users outside of the hospital network.

Another thing to note is that the default contact list which all users have access to contains every user in the system. This means that any time a user logs in with a new number, every online user will need to have the default contact list updated. While this isn’t too big an issue at the current time as there are roughly a hundred users in total using the system with an average of ten users online at a time, it is important to consider how this solution would scale if the system was expanded to be used in the entire hospital rather than just a part of the oncology department. Updating the contact list for ten users is a lot less demanding than updating contact lists for potentially thousands of users. In order to handle a large amount of users one of the more obvious ways of making sure that the server isn’t swamped with request would be to take a snapshot of all the online users when a number was updated and then sending out updates in waves. This method of handling updates would also allow the server to adapt how many simultaneous updates were going out depending on the status of the network. If the network is experiencing heavy traffic, the number of simultaneous requests could be reduced. Another approach might be to have the system analyse call patterns and prioritize updating the contact lists of users who have called the updated user before as well as their role. While the chance of a random contact in a list of potentially thousands of users being outdated might be small this is still an important point to keep in min. A simple solution could be to check call logs for calls where the user with the updated number was the callee and then prioritising updating the contact lists of the most recent callers.

4.2.2 GSM Gateway

In order to allow users of the CallMeSmart system to make calls to users that are in an area which is not covered by the CallMeSmart network, a GSM gateway is used, acting as an external trunk. This gateway consists of a regular Android smartphone which is connected to the Asterisk server through the
use of a common-off-the-shelf Bluetooth adapter and the chan_mobile\(^1\) module. Chan_mobile allows Asterisk to connect and use a Bluetooth enabled phone as an FXO device. This connection is made by defining an adapter and a mobile device in the Asterisk configuration files. An example of such a config can be seen in listing 4.1. The configuration shown in this listing defines two adapters, Broadcom-20702 and Broadcom-2035, as well as the two mobile devices Nexus-5 and Galaxy-S4. In addition to their MAC addresses, mobile devices also define what adapters they will connect to, the port number it uses, the adapter it connects to, its channel group, as well as their calling context. The context is used by Asterisk when routing incoming calls to the devices.

\(\text{https://wiki.asterisk.org/wiki/display/AST/Using+chan\_mobile}\)

(a) Updating the database.  
(b) Updating the contact list.

Figure 4.3: Contact list updating.
Table 4.1: The special characters used in dial plan patterns.

<table>
<thead>
<tr>
<th>Character</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>X</td>
<td>Matches any number 0-9.</td>
</tr>
<tr>
<td>Z</td>
<td>Matches any number 1-9.</td>
</tr>
<tr>
<td>N</td>
<td>Matches any number 2-9.</td>
</tr>
<tr>
<td>[1-9]</td>
<td>Matches any digit in the brackets. In this case 1 through 9. Additionally patterns like [145-7] can also be used, which would match with any digit that is either 1, 4, 5, 6, or 7.</td>
</tr>
<tr>
<td>[a-z]</td>
<td>Matches any lower case character. Can also create patterns like with digits.</td>
</tr>
<tr>
<td>.</td>
<td>Matches one or more characters.</td>
</tr>
<tr>
<td>!</td>
<td>Matches zero or more characters.</td>
</tr>
</tbody>
</table>

adapter=broadcom-20702
context=gateway
group=1

[galaxy-s4]
address=A2:B3:C4:D5:E6:F7
port=3
adapter=broadcom-2035
context=gateway
group=1

Listing 4.1: A example chan_mobile config.

Asterisk handles calls through the use of a dialplan. The dialplan consists of one or more contexts, which are collections of extensions. Extensions are how Asterisk handles calls within contexts and can be either a literal or a pattern. Literals are static numbers like 113 or 90166447 but can also consist of the * and # symbols. Asterisk also allows the use of alphabetical characters in extensions, so extensions like office5 are possible. Patterns are evaluations which allow for dynamic routing of calls. In addition to numbers and letters, it has a set of special characters which can be used to represent one or more characters. These characters are presented in table 4.1.

Listing 4.2 shows the syntax of extensions. The initial exten => part is used to inform Asterisk that the next thing it sees will be a command. The
first parameter is the extension, which is either a number or a pattern. When
asterisk receives a call from someone trying to reach a number, it tries to find
an extension which matches that of the called number. An extension can also
be tailored to perform specific actions based on the number of the caller. The
second parameter is the priority of the extension, which is the order in which
extensions are performed. Asterisk requires that a context always contains
one or more extension with the value 1 to determine where to start. Priorities
are either an integer value or the value n, which automatically increments
the priority of the extension. The final parameter is the command to execute
when this extension is called. Examples of these commands are actions like
answering the call, dialling a number to forward a call, hanging up the call,
or putting the user on hold.

\[
\text{exten } \Rightarrow \text{extension, priority, command}
\]

Listing 4.2: The Asterisk extension syntax.

As mentioned earlier, Asterisk routes calls using literals and patterns. As
such, it seems natural that there could be cases where more than one exten-
sion would match a given number. In order to solve this problem Asterisk
has a set of sorting rules\(^2\) that decides the order in which extensions are used.
These rules are presented in the list below.

1. The dash character (\(-\)) is not considered when matching or sorting
extensions and is ignored except when used to specify a range in either
a digit or character set.

2. Non-pattern extensions, e.g. extensions that do not contain any of the
X, Z, N, or a bracket range, are sorted in ASCII sort order before
patterns.

3. Patterns are sorted by the most constrained character set per digit first.
This means that a pattern with fewer possible matches will sort before
another pattern that can be matched to a larger number of extensions.
An example of this can be made using the X and Z characters. X can
be matched to either digit 0-9, while Z matches any digit 1-9. As such,
X Z sorts before X.

\(^2\)https://wiki.asterisk.org/wiki/display/AST/Pattern+Matching
4. Character sets that contain the same number of characters are treated as strings containing their respective characters, and then sorted in ASCII sort order. As an example, X matches the ten digits 0-9 and [a-j] matches the ten characters a-j. As digits sort before characters, X sorts before [a-j]. This sort ordering is important if the character sets overlap as with [0-4] and [4-8].

5. The period (.) wildcard sorts after character sets.

6. The exclamation mark (!) wildcard sorts after the period wildcard.

An example dialplan which consists of two contexts, NST_context and example_context, is shown in listing 4.3. NST_context utilizes only a single extension, _X_. Using the information in table 4.1 shows that this extension will be matched to any called number that begins with a digit and has at least one more character. Any calls matched to this extension are forwarded through the use of AGI. This is the default dialplan for CallMeSmart. All calls that matches this pattern are forwarded to the Context-Aware Application which lets the context-aware features of the system handle the call.

```
[NST_context]
  exten => _X.,1,Agi(agi://192.168.32.131/context.agi)

[example_context]
  exten => 2005,1,Answer
  exten => 2005,2,SetMusicOnHold(default)
  exten => 2005,3,WaitMusicOnHold(20)
  exten => 2005,4,Hangup

[example_context_two]
  exten => _9X.,1,Dial(Mobile/g1/$\{EXTEN:1\},45)
  exten => _9X.,n,Hangup
```

Listing 4.3: An example dial plan.

```
example_context shows an example context that might be used in order to stress test the Asterisk server. It matches to a single extension number, that being 2005 in this case. when receiving a call on this extension it sets the waiting music for that call to be a default sound clip and then plays twenty seconds of that sound clip before hanging up the call.
```
example_context_two shows how the system might use a phone as an external trunk. In this case the dialplan matches any calls starting with the number 9 and dials the called extension using chan_mobile. The Mobile/gl/$EXTEN:1 parameter tells Asterisk to use the first free phone connected that belongs to group one. In the case of the configuration illustrated earlier in listing 4.1, this means that Asterisk would have two phones to choose from provided that both are connected. Using channel groups is useful as it allows the system to handle what devices are available itself, as each connected phone can only be used for one call at a time. This means that the system needs an addition phone connected for each simultaneous GSM call it is to support. As chan_mobile does not support multiple simultaneous connections over a single adapter the system also needs one adapter for each phone that is to be connected.

4.2.3 Call handling

While both the caller and the callee are connected to the hospital network calls are routed as normal. A caller calls an extension and the server connects them to the callee at the other end as long as they are considered available. With the addition of GSM calls a few check need to be put in place in order to handle possible scenarios correctly. Ideally, these checks should be as invisible to the users as possible as they should be able to use the system as if nothing has happened. To better illustrate this, one can use a scenario similar to the one described in section 1.4 where a user is moving in between having Wi-Fi coverage and not. As users can now be reached while not connected to the hospital network, there are now three additional scenarios that can occur when a user makes a call. These scenarios are described below and the call path for each of them are also visualized in figure 4.4. Furthermore, the call handling logic is shown in the flowchart of figure 4.5.

- A user not connected to the network calls a user connected to the network.
- A user connected to the network calls a user not connected to the network.
- A user not connected to the network calls a user not connected to the network.
In the first scenario a user finds himself outside the range of the hospital walls and as a result doesn’t manage to connect to the hospital network. As the user makes a call the CallMeSmart phone notes that it does not have a connection to the server, and calls one of the gateway phones as it cannot make a SIP call as it normally would. Since Android currently does not allow applications to send Dual-tone multi-frequency signaling (DTMF) tones over an ongoing call\(^3\), the extension of the callee is sent as part of the initial call so that the callee extension is dialled when the gateway phone answers the incoming call. Upon noting that one of the connected phones is receiving a call the Asterisk server takes action accordingly. If the number calling is not a recognised number the call is declined, while a recognised number is answered. Upon the call being answered, the caller’s phone sends the desired callee extension using DTMF. The server, upon seeing that the callee is online and connected to the server forwards the call using SIP.

In the second scenario the caller makes a SIP call to the server which then determines that the callee is not reachable through the hospital network. As the callee is still listed as online to the system the server attempts to reach the caller over the GSM network through the use of the external trunk.

The third scenario initially plays out similarly to the first scenario where only the caller is outside the range of the hospital network. The two scenarios branch off when the Context-Aware Server receives the call and notices that the callee is not reachable through the hospital network. The server then dials the callee using one of the available gateway phones.

In addition to allowing users to call each other when they are outside the range of the network, GSM calls can also be used in order to continue call happening over Wi-Fi if one end of the call moves outside the range of the hospital network. If the server loses contact with either end during a call without receiving a hangup signal, the server establishes a new SIP call to the user still on the internal network and calls up the external user using one of the gateway phones. The idea behind this is to reduce the amount of work needed from the users in order to continue communicating.

The possibility of using the GSM network in order to communicate also opens up the ability for the system to have a potential fallback option in case a situation was to arise that would prevent the system from working as normal. In situations similar to the ones mentioned in section 1.3 ([2, 4]), the ability for users to switch their phones to a GSM-only mode would allow

\(^3\)https://code.google.com/p/android/issues/detail?id=1428
them to continue to communicate as usual without having to change what devices to use, reducing the impact of such problems.

4.2.4 Security

As this thesis is not looking at communication beyond the closed hospital network aside from GSM call functionality, additional security measures are not really needed. If communication in the form of messaging, IP based calls or alarms was to be extended to external networks this issue would need to be addressed however. At this time GSM is considered secure enough for the kind of communication envisioned for this thesis, that being voice calls, though it should be noted that it does have weaknesses that can be exploited[16, 53, 33].

It can be noted that while GSM has weaknesses, network providers in Norway are amongst the best when it comes to securing their GSM networks according to Security Research Labs’ GSM Map[7], an online service which uses volunteer data in order to analyse the security of mobile networks around the world. While many providers still use the weaker[16, 53] A5/1 stream cipher to encrypt traffic on their GSM networks all the major network providers in Norway use the more secure but still vulnerable[33] A5/3 block cipher.
Figure 4.5: Call logic.
cipher for their 3G networks. In addition they also use A5/3 for their 2G networks as long as phones can support it.

4.2.5 Context-aware Server migration

The context-aware server which controlled the context-aware database, context-aware application, OpenFire client, and administration panel was initially running on a Windows 2008 Server. Work had been started towards moving the context-aware server to run on an instance of Debian 7, though this had not been completed as the context-aware database and the context-aware application had not yet been ported over. To help with simplify the process and future installations an install script had been started. This script allowed an administrator to easily configure and install the various parts of the context-aware server with a goal of reducing set up time and potential errors from incorrect settings. The initial options available in the script can be seen in figure 4.6. For this thesis, the install script was improved by implementing the remaining installations of the context-aware application and the context-aware database. With moving these server modules from the initial Windows Server, some of the software versions used were also updated. Most notably, the new Linux server uses Java development Kit (JDK) 8 instead of JDK 7 and the context-aware application now runs on Glassfish 4 instead of Glassfish 3. Updating to JDK 8 is good as Java 7 reached its End-of-life (EOL) at the start of April[1].
4.3 Testing

Due to the importance of the work they support, it is imperative that communication systems used in hospitals are thoroughly tested in order to ensure that they are as stable and reliable as possible.

The following sections present some aspects of the CallMeSmart system and details how they were tested. The results from these tests can be found in chapter 5.

4.3.1 Bluetooth adapters

4.3.2 Pairing

In order for the Asterisk server to connect to the phones that were to be used as an external trunk, the phones first had to be paired with the Bluetooth adapters connected to the computer. There are several ways of pairing Bluetooth devices to adapters depending on the situation. One might create a Bluetooth agent to aid in the process, or if the adapter is broadcasting itself the pairing can be initialised from the phone. If pairing a device that is being used in a virtual machine the pairing is sometimes done through the host machine, as the host machine handles the adapter and passes data to and from the virtual machine and the adapter.

When pairing Bluetooth devices the user is generally presented with a pairing request. Simple devices such as wireless speakers and headsets often don’t present this request to the user, but it is standard when pairing devices such as laptops and smartphones, e.g. devices with feature a display. This request is often presented as a dialog showing a randomly generated number on each device. The user can check that they are connecting to the correct device by seeing that the number is the same on both devices. Another popular way of doing this is having the user enter a passcode when making the pairing attempt. The user then repeats the passcode on the other device. The purpose of this dialog is to allow the user to ensure that they are connecting to the correct device. For some adapters when using a virtual machine, like integrated adapters in laptops, this confirmation dialog will show up on the host machine even if the virtual machine is the one to initiate the pairing request. For the virtual machine it can look like the pairing succeeded without needing confirmation, or it might seem like the request failed though
it actually succeeded.

4.3.3 Adapters

Broadcom Targus BCM2035 Bluetooth adapter

Initial testing with setting up a gateway phone was done with The Broadcom Targus BCM2035 Bluetooth adapter, a common-off-the-shelf Bluetooth 1.2 adapter which the CallMeSmart group had lying around. It can be seen in figure 4.7a.

Intel Wireless Bluetooth 4.0 Adapter

After the problems with the Targus adapter, the next attempt was to use the integrated Bluetooth adapter of the laptop running the virtual machines. The laptop used for this was a Lenovo Thinkpad T440p which features an Intel Wireless Bluetooth 4.0 Adapter. As the name suggests, this adapter is compatible with the Bluetooth 4.0 protocol, meaning that it offers more functionality than the Targus BCM2035 which only supported Bluetooth 1.2.

Unusable adapters

While the previously mentioned adapters were all able to be used to pair phones with Asterisk, this was not the case for all the adapters that were tested for this thesis. Many products like wireless headsets often come with their own dedicated bluetooth receivers which are difficult to use for other products, often due to specialized drivers. This was the case with two of the adapters that were tried, that being the Jabra LINK 360 and the Plantronics BT300 as illustrated in figures 4.7b and 4.7c respectively.

Broadcom Targus Bluetooth adapter BCM20702

After the problems encountered with the initial Targus adapter, the connection issues of the integrated adapter, as well as the unusable adapters, the last adapter tested was the Broadcom Targus Bluetooth adapter BCM20702, a Bluetooth 4.0 compliant adapter, shown in figure 4.7d.
4.3.4 Call testing

In order to test the call quality and scalability of the system, call tests were performed using the freeware version of StarTrinity SIP Tester\(^4\), a tool for monitoring and testing VoIP systems. For this purpose, StarTrinity was used in order to generate a number of rapidly successive calls directed towards the Asterisk server while StarTrinity monitored the calls in order to measure variables such as call response time, the amount of call jitter, as well as the amount of packet losses that occurred during calls. The free version of StarTrinity has limitations in that it only allows for fifty simultaneous call and a limit of one hundred and fifty generated calls per session.

During these tests the Asterisk server was set up to forward all calls to the Context-Aware Server over AGI, which would then handle the calls. There were two different configurations for how the Context-Aware Server was set up to answer these calls; one where it would emulate a SIP call, and one where it would use the external trunk. To emulate SIP calls, the server was set to answer calls, play twenty seconds of music, and then hang up the call. When testing using the external trunk the server would answer a call, dial out to a normal GSM phone using the external trunk, keep this call open for twenty seconds after the call was answered, and then hang up the call.

Chapter 5

Results

5.1 Call testing

5.1.1 Adapters

Broadcom Targus BCM2035 Bluetooth adapter

The server had some problems recognising the Bluetooth adapter when plugged into the machine, though this was generally solved by ejecting and plugging in back in the machine repeatedly until it the system registered it. The Broadcom Targus Bluetooth adapter did not have any problems connecting a phone to Asterisk once the pairing between the phone and the adapter had been made. Asterisk was able to notice when the phone made and received calls, and could take control, e.g. answer a call and forward it to an IP based phone, or forward a call from an IP based phone to a GSM phone through the gateway phone. It suffered from a problem where the callee was unable to hear what the caller was saying as no audio seemed to be sent from the caller. The adapter also had problems where it would flood the console with warnings due to corrupted Synchronous connection-oriented (SCO) packets.

Intel Wireless Bluetooth 4.0 Adapter

The virtual machine did not have any problems recognising this adapter, but the Asterisk server had problems connecting to phones despite the fact
that the pairing process was successful. This problem was consistent across multiple phones, though it seemed to occur more often when attempting to connect to the Nexus 5. In addition, even when connected the Asterisk server had problems identifying what happened on the phone. While Asterisk could create an outgoing call or answer an incoming call on the phone, once a call was answered the server seemed to disconnect from the phone, no longer recognising what was happening on the phone. While this could be solved by selecting to reconnect to the adapter on the phone the same issue as with the previous adapter occurred in that the callee did not receive any audio from the caller. If the gateway phone was disconnected from the Asterisk server the callee was able to hear the caller, though at this point it was just a normal GSM call between the two phones.

**Broadcom Targus Bluetooth adapter BCM20702**

Unlike the initial Targus adapter the BCM20702 did not have any problems with corrupted SCO packets, but like the other adapters had a problem where the callee would not receive any audio from the caller. In one case the host machine running the virtual machine used for testing received a Plug and Play fatal error Blue Screen of Death (BSOD) as a result of plugging in the BCM20702 adapter. After rebooting the machine, the server would no longer recognise the BCM20702 adapter when plugged in. This was solved by uninstalling and reinstalling the adapter drivers on the host machine running the virtual machine hosting the Asterisk server, though this lead to neither the initial Targus adapter or the integrated Bluetooth adapter being recognised as long as the BCM20702 adapter was plugged into the machine. The adapter would also begin to change what MAC address it presented to the system when plugged in. This is assumed to be working as intended. The Bluetooth standard permits up to seven devices to connect to a so called master Bluetooth device, which was also the number of different addresses presented by the adapter. It would seem that reinstalling the adapter drivers caused the adapter to choose one of its available MAC addresses at random to be presented to the system.

While managing to pair with devices without any problems before the BSOD, it began to have issues after reinstalling the adapter drivers. While the devices were able to pair with the adapter, the Asterisk server was no longer able to connect to any devices using the adapter.
5.1.2 Call quality

As detailed in section 4.3.4, tests were run using the freeware licence of StarTrinity SIP Tester.

As each session of testing could only generate 150 calls, the same test was used several times in order to generate a bigger sample size to draw from. As only 50 simultaneous calls were able to be generated with the freeware version of StarTrinity, each session was performed in three parts in order to always make sure that the generated call were performed in close succession. In total, 1500 calls were generated when looking to see how multiple simultaneous calls affected the SIP call quality.

Due to the multitude of problems encountered with adapters not pairing correctly and Asterisk failing to connect to phones that had been paired with adapters, only one phone was able to be connected to the system when performing testing. As a result, no testing could be done in regards to seeing how Asterisk would handle having multiple external lines at the same time. This lead to using StarTrinity in order to generate a single call at a time, and manually answering it on the phone called by the gateway phone. In total, twenty calls where generated and measured when using the external trunk. Luckily, the problems with one end of the call not receiving any audio affected the callee, meaning that StarTrinity would still be able to measure call quality as it would be the calling party. Callee call quality is assumed to be equal to that experienced by the caller. While only one adapter was used at a time, all adapters that were able to be paired with a phone and connected to Asterisk were used for testing. There did not seem to be any notable difference between using the different adapters. In no cases, either SIP testing or GSM testing, did a call fail to be answered.

The results from these tests are presented in figure 5.1. Figure 5.1a shows the answer delay, which is the time from sending an invite request and receiving a response, which is not the same as the call being answered. Figure 5.1b shows the time from sending the invite request to receiving an audio signal which is greater than -24dB, effectively measuring the time from making the call until the call is answered. Figure 5.1c shows the Round-Trip Time (RTT) and jitter of Real-time Transport Control Protocol (RTCP) packets. Figure 5.1d shows the packet loss measured during calls.
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(a) Call answer delay.  
(b) Time from sending invite request to receiving audio signal.

(c) RTCP RTT and jitter measurements.  
(d) Caller packet losses.

Figure 5.1: StarTrinity test results.
5.2 Server migration

While there has been limited testing done so far as to ensure that all functionality is still in place and working after moving the Context-Aware Server from the Windows server to running on Debian 7, initial impressions are that things seem to be working fine so far. Throughout testing the other parts of the system there did not appear to be any errors that occurred as a result of moving the context-aware server to Debian.
Chapter 6

Discussion

6.1 Results

6.1.1 Adapters

Throughout testing, the most consistent problem to occur was issues with the Bluetooth adapters. While working fine one day, the adapters would suddenly no longer manage to bridge the Asterisk server and the phones the next day. Sometimes an adapter would pair with phones without any issues, other times not at all. This caused a lot of time to be used trying to figure out what was going on. Initial suspicions were that some of the adapters were not compatible with chan_mobile, though this was difficult to verify. While a unofficial list of compatible adapters and phones exists\(^1\), it is far from complete and it would seem it is no longer being updated. In addition to the test performed and listed in chapter 5, the adapters and their pairings with devices were also tested by transferring files and playing simple audio clips over the Bluetooth connection. As these actions were performed without any issues, it would seem like the drivers were operating as intended. With adapters eventually able to connect devices to the Asterisk server it would seem that the problems experienced were not due to incompatibility with Asterisk.

Seeing how pairings were able to be performed successfully and connections to Asterisk being successful as well, the culprit of the aforementioned prob-

\(^1\)http://www.voip-info.org/wiki/view/chan_mobile
lems is suspected to be a combination of the chan_mobile driver and its interaction with the adapters, as some of the adapters where more difficult to pair than others. This matches with the observations that the initial Broadcom Targus BCM2035 adapter had an easier time connecting devices to the Asterisk server than the integrated adapter and the Broadcom Targus BCM20702 adapter. while the two latter adapters often had trouble pairing and connecting to devices, the initial Targus BCM2035 adapter was instead troubled with corrupted SCO packets and difficulties detecting the adapter on the machine.

As mentioned in the previous chapter, while all adapters had their own problems in regards to pairing and connecting to phones and the Asterisk server they all shared a more pressing issue, that being that the callee would not receive any audio from the caller side. As each of the adapters were able to connected to the Asterisk server and Asterisk could manage incoming and outgoing call, as well as other operations working as intended with the adapters, this problem was assumed not to be a result of drivers or chan_mobile adapter or phone incompatibility. Instead, it was suspected of being a incorrect configuration of the server, be it the Asterisk client itself or a Bluetooth setting. Despite repeated configuration changes this problem remained unsolved, and the actual cause was not found.

6.1.2 External trunk solution

The setup used shows that a setup which can switch between using IP based calls and GSM is possible, though the implemented solution is far from an optimal solution. The reality is that needing an additional Bluetooth adapter and mobile phone for each simultaneous GSM call is not a viable solution in the long run. Problems with conflicting adapters, where using one adapter might cause another to not be registered combined with the numerous problems encountered in regards to pairing and connecting adapters and phones it becomes obvious that another solution will be needed if this new functionality was to be implemented. Additionally, each gateway phone would ideally need to be connected to a charger, increasing either the number of USB devices connected to the server or the number of power sockets needed to ensure that they would not be unavailable due to lack of power. Figure 6.1 show the setup used while testing, featuring two adapter connected to the left side of the laptop, each connected to one of the phones lying in front. The final phone was used to either receive or send call.
While a small department like the oncology department where CallMeSmart is currently being tested might be able to get by using a solution similar to this, the number of adapters and phones needed for anything bigger than that quickly grows beyond what is reasonable. Using UNN as an example, which currently has more than six thousand employees, it should be obvious that the number of gateway phones needed would be difficult to properly manage.

A more realistic way of handling the external trunk might be to connect the Asterisk server to the existing PBX used by the hospital, thereby receiving a set of external lines through it. Another solution might be to set up a set of external lines for the Asterisk server. In other words, connecting the Asterisk server directly to the external telecommunications network. As the external trunk is related to the Asterisk server, changing the solution used only requires that the Asterisk server and the AGI be adjusted while the rest of the system remains unaffected.

Section 4.2.3 mentions that in the case that both the caller and the callee is located outside of the internal hospital network that the system will be using two lines of the external trunk. While this uses unnecessary resources, taking up two outgoing lines for a single call, as the caller could just contact the callee directly, it can be used in order to prevent issues related to inconsistent contact information. If a user is located outside the hospital they do not know if their current contact information is correct as a user might have had trouble with their device and swapped it out for another one. By calling the external trunk with the callee's SIP extension, the system can ensure that the call goes out to the correct user. Additionally, the system can maintain logs of calls as well as the current status of the users, even when they are outside the hospital. While this can all be useful, it only serves as a band-aid for the biggest problem related to letting users communicate when outside the hospital network; the system has no way of communicating and letting users know that their contact information is outdated, nor does it have any way of receiving updated information regarding the availability of the user in order to adapt their availability in the system.

Adding to the issues of using an external trunk is the fact that the callee cannot see who is contacting them. While their phone can note that the incoming call is coming from the external trunk of the CallMeSmart system, the callee is none the wiser about exactly who is calling them. Without being able to contact users outside of the network the system loses some of its ability to adapt to the users' availability. While still able to infer information from
schedules and calendars, the location of users as well as manual updates to availability settings are not available to the system. Details like these are important to handle as they can quickly pile up and frustrate users. Given the amount of systems that fail due to staff resistance[13] it is important to ensure that users experience as few problems and frustrations as possible.

6.1.3 Quality of Service

It should be noted that the machine hosting the testing tool used to gather test results was the same machine used to host the virtual machines running the various parts of the CallMeSmart system. This could have an impact on the measured test values as network delay might be lower than it typically would be for devices normally communicating with the server. While probably not substantial, the test results might have been slightly higher if the testing tool had been hosted on another machine.

Figure 5.1a shows that the initial answer response is affected minimally by multiple simultaneously incoming calls.
Figure 5.1b verifies what most people would assume, that the time from placing a call until the call is answered is much faster for IP based calls than that of GSM calls. This is not surprising as GSM calls take a lot longer to initialize. While undesirable there isn’t anything to do about this.

Looking at the results shown in figure 5.1c shows that call jitter was consistently low, with a worst case of just below ten milliseconds, which is generally considered well within the tolerance range before it becomes noticeable.

Figure 5.1d shows that packet loss is essentially non-existent. It should be noted that this would likely not be the case during actual use as users move around the hospital, moving between varying strengths of signal strength.

Looking at the results presented gives the impression that the quality of calls, both in terms of latency and audio quality, is of good quality. It also shows that having the system forward calls using the external trunk does not have any notable effect on the quality of call. While the initial waiting for the call to initialize is considerably higher for GSM calls there isn’t really anything that can be done about this apart from moving to using a VoIP service through external networks as well.

6.1.4 System capabilities

The test performed show that the system does not have a problem with managing a high number of incoming calls over a short period of time. While the test performed did not have the proper numbers in order to properly simulate a large organisation, say a hospital in a major city, CallMeSmart has been stress tested in earlier iterations, with results showing that was able to support up to around two thousand users while running on a laptop.

6.1.5 Security

As previously mentioned several times, the security measures currently in place for the CallMeSmart system meet the requirements for the kind of solution implemented in this thesis. That said, the ability for devices to communicate with the system from external networks is very desirable, to the point where it is unlikely that GSM support would be added to the system without it. In this case the security measures in place would not be up to par, as authentication requirements would need to be improved.
6.1.6 Server migration

As mentioned in the previous chapter, there haven’t been any direct testing done to ensure that the migrated server is working correctly, though the fact that the other parts of the CallMeSmart system that interacts with the Context-Aware Server did not encounter any problems during their interactions with the Context-Aware Server seems to indicate that the server is indeed working as intended, though there might still be undiscovered errors.
Chapter 7

Conclusion

7.1 Future works

The solution presented in this thesis presents an interesting addition to the CallMeSmart system. Giving users a way to use CallMeSmart in order to communicate beyond the reach of the hospital’s wireless can be a valuable addition to the existing system. The market for communications solutions for hospitals and the health care is though, and systems need to constantly improve and evolve in order to stay competitive. If CallMeSmart is to offer GSM call functionality, the most related and important future work in addition to providing another external trunk solution will need to offer a way for devices to communicate with the CallMeSmart server while connected to external networks. Losing the ability to send and receive messages and alarms, as well as contact information becoming inconsistent is not acceptable for such a system.

If the system was to implement a way for devices to communicate with the server when outside the range of the hospital networks, this would also open up the ability for the system to offer VoIP through external networks. This could allow the system to maintain the same call if a user ventured outside the range of the hospital network and into another external network as discussed in section 3.1.2. This would eliminate the wait time associated with the GSM call initialization of the current system as the initial call could be continued instead of creating another call.

Similar to this, the current solution is to reestablish a call once the connection
between two users is broken. An improvement to this could be to have the system analyse the network traffic and signal strength in order to predict when connections would be lost. This would allow the system to initialize calls before the initial call fails and ideally reducing the time users need to wait in order for the call to reestablish.

As CallMeSmart is still being developed, there are several other plans for future improvements, including the proposal of making the system ubiquitous and self-learning[70].

7.2 Conclusion

Previously users of the CallMeSmart system were limited to keeping within the limits of the hospital’s wireless network in order for the system to function properly. With this thesis a system for maintaining communications as users move out of the range of the wireless network has been implemented and demonstrated to work. In chapter 1 the following question was asked.

\textit{How can we create a solution for an extramural communication service for the existing CallMeSmart system through a transparent Wi-Fi to GSM switch?}

To this end it has been concluded that while creating a solution for switching between using Wi-Fi and GSM in order for users to communicate when outside the hospital can be beneficial, supplementing this functionality with the ability to also exchange information with the server from external networks is essentially required in order to still provide the same level of user experience as the current version of CallMeSmart provides.
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