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Abstract

In project management, and particularly software project management, there has been a shift from traditional plan based project management to the agile event driven project management style. Agile project management has for some time been viewed as the new big change that will revolutionize the software industry.

The Project Management Institute (PMI) was founded in 1969 and offers industry leading certifications for project management professionals. PMI, which was traditionally best known for its traditional project management certifications, have just recently started offering an agile alternative. This new certification (PMI-ACP) has become the fastest growing PMI certification at PMI (Project Management Institute, 2014, 2015).

It can certainly be said that agile is becoming the new standard for software development projects. The concept of agile has been around for some time, and although knowledge and usage are increasing, agile is not always the answer. Understanding when to use agile and which success factors to considered, is important to achieve success.

Agile is still popular and new methodologies keeps appearing. A new popular method, called The Lean Startup, was created in 2011. This method advocates that using agile practices is not enough. In order to successfully launch a new company, project or product, there has to be a strong focus on the customer as well (Blank, 2013). Even if the term agile was coined quite a few years ago, new agile methodologies are still being created with promise to do agile even better.

The goal of this thesis is to identify possible factors which could affect the success of an agile project. More specifically I want to check which agile practices are important to succeed in an agile project. In order to figure this out, a case study among participants in agile projects were conducted.

In this study 53 practices, which could potentially affect project success, were identified through a literature review. These were narrowed down to 23 by asking the respondents to identify practice which were heavily used in their projects. Finally, only 15 of these were found to be especially relevant in agile projects. Six practices were related to quality, eight were related to scope and one was related to time.
The results indicated that practices which improves customer feedback, helps the team to understand customer needs and improves the team process, are most likely to affect project success.

Keywords: Agile, practices, methods, project management, scrum, extreme programming, XP, Kanban, success factors.
# Table of Contents

1. Introduction ................................................................................................................................. 1  
   1.1. Background .............................................................................................................................. 1  
      1.1.1. Software project history ................................................................................................. 1  
      1.1.2. Project success rates and agile usage .............................................................................. 2  
      1.2. Research question ................................................................................................................ 3  
      1.3. Report structure .................................................................................................................... 3  
2. Case study ....................................................................................................................................... 5  
   2.1. Facility Management AS ......................................................................................................... 5  
   2.2. WhatIf AS ............................................................................................................................... 6  
3. Literature review .............................................................................................................................. 8  
   3.1. Software project success definition ....................................................................................... 8  
   3.2. Project management ............................................................................................................... 9  
   3.3. Agile project management ...................................................................................................... 10  
   3.4. Success factors ...................................................................................................................... 12  
      3.4.1. Agile success factors ....................................................................................................... 12  
      3.4.2. Agile practices ................................................................................................................. 13  
   3.5. Agile methods ....................................................................................................................... 14  
      3.5.1. Scrum .............................................................................................................................. 14  
      3.5.2. Kanban .......................................................................................................................... 15  
      3.5.3. Extreme programming .................................................................................................... 16  
      3.5.4. Scrum hybrids ................................................................................................................. 16  
   3.6. Agile practices ....................................................................................................................... 17  
      3.6.1. State of Agile survey ...................................................................................................... 17  
      3.6.2. Agile engineering practices ............................................................................................. 18  
   3.7. Summary .................................................................................................................................. 22  
4. Methodology .................................................................................................................................... 23  
   4.1. Research question and research design .................................................................................. 23  
      4.1.1. Pilot study ....................................................................................................................... 23  
      4.1.2. Research question ........................................................................................................... 23
4.1.3 Research design

4.2 Case study

4.2.1 Selection criteria

4.2.2 Respondents

4.2.3 Implementation

4.2.4 The Interview guide

4.3 Validity and reliability

4.3.1 Validity

4.3.2 Reliability

5 Analysis

5.1 Scope

5.2 Time

5.3 Quality

6 Conclusion

6.1 Conclusion

6.2 Limitations and future work

Appendix A – Interview guide

Appendix B – Agile Manifesto

Appendix C – Kanban practices

Appendix D – XP values and practices

Appendix E – Scrum practices

Appendix F - Agile practices

References
Table of figures

Figure 1 PMLC models ............................................................................................................. 10
Figure 2 Iterative PMLC model ............................................................................................... 11
Figure 3 Scrum process flow ................................................................................................... 15
Figure 4 Kanban board example ............................................................................................ 16
Figure 5 Research variables ................................................................................................... 25

Tables

Table 1 Heavily used scope related practices ........................................................................ 31
Table 2 Heavily used quality related practices .................................................................... 39
Table 3 Heavily used practices ordered by importance .......................................................... 44

Abbreviations

APM     Agile Project Management
PM      Project Manager
PMCL    Project Management Life Cycle
PO      Project Owner
TPM     Traditional Project Management
XP      Extreme Programming
WiP     Work in Progress
TDD     Test-Driven Development
BDD     Behavior-Driven Development
DoD     Definition of Done
1 Introduction

In this chapter I will describe the background and reason for writing this thesis, narrow down the research question and give an overview of the content of this report.

1.1 Background

The theme of this thesis is to search for important factors for achieving project success in an agile software project. The focus will be on agile methods and agile practices.

Agile project management (APM) is becoming the new de facto standard for developing software. More and more companies are using agile to deliver software faster and in a smarter way (VersionOne, 2015). Agile was originally developed for software projects, but because of the potential benefits, it is now used in other types of projects as well (Serrador & Pinto, 2015).

A systematic review of agile software development was done in 2008 (Dybå & Dingsøyr, 2008). The conclusion was that, although a lot of research has been done on agile software development and several benefits and limitations have been identified, the strength of this evidence is very low. According to the review, more high quality studies in agile software development are needed. As such, this thesis is therefore relevant in order to achieve this.

1.1.1 Software project history

Software projects date back as far as the late 1960s. The software industry grew fast and computer companies saw the potential in software production, which had a low cost compared to hardware production and circuitry which were more common. Software companies adopted the already well known waterfall model for its software projects. It turned out that this linear approach for developing software was less than optimal (Mens, 2008). The inflexible separation of phases and the fact that requirements are not always clear at the start of a project, were two major limitations of this model. The main causes for software project failures were; unrealistic project goals, poor estimates, badly defined requirements, poor status reporting, unmanaged risk, poor communication, use of immature technology, high project complexity, poor development practices, poor management, stakeholder politics and commercial pressures (Charette, 2005).
A new approach was needed and several new lightweight methods started appearing in the late 1980s and throughout the 1990s. These methods advocated an iterative and incremental approach to development. This was meant to facilitate a closer collaboration with the customer by encouraging changes throughout the project, in order to better support the customer needs.

In 2001, representatives from several of the most important lightweight methodologies met to discuss and find common ground. They formed the Agile Alliance, and the Manifesto for Agile Software Development (Agile Alliance) was created. They defined four agile values which all agile methodologies must conform to. These four values were further backed by 12 principles. See appendix B.

The four agile values are:

- Individuals and interactions, over processes and tools
- Working software, over comprehensive documentation
- Customer collaboration, over contract negotiation
- Responding to change, over following a plan

Although the elements to the right are important, the elements to the left are more important. This is a clear contrast to the traditional plan-driven approach that TPM advocates. Adhering to these values and principles are meant to increase the likelihood of success.

1.1.2 Project success rates and agile usage

The number of failing or contested software projects each year is high. In a recent CHAOS Manifesto (The standish Group, 2013) it is reported that only 39 percent of all projects can be classified as a success. 43 percent were contested (late, over budget and/or missing features) and 18 percent failed (cancelled or delivered but never used). There has been a gradual increase in success rates, up from 29 percent in 2004.

The report further indicates that project size is more important than whether or not the methodology used is agile or traditional. They argue that the reason for this is that agile methodologies makes is easier to create small project, and a large project is 10 times more likely to fail compared to a small project.
Agile knowledge and agile usage is increasing. The 9th State of Agile Survey (VersionOne, 2015) indicates that 45 percent of respondents are using agile in most of their projects. 90 percent of the organizations in the survey report some usage of agile development. Scrum is the preferred methodology, used by 56 percent of agile teams. If the various Scrum hybrids are included, this number grows to 72 percent.

1.2 Research question

A common view in the software industry is that by using an APM style, a software project is more likely to succeed. Even though the strength of the empirical evidence is low, agile has for some time been perceived as something that will revolutionize software development and software projects (Dybå & Dingsøyr, 2008). A recent study on agile project success suggests that there might be some truth in this. Serrador and Pinto (2015) conducted a large-scale quantitative study to test if using agile methods has an effect on project success. They found indications that the use of agile methods correlated to a higher reported success rate. This was shown for three categories of success; overall project success, efficiency and stakeholder success (Serrador & Pinto, 2015).

The research in this thesis will be on success in agile projects with a focus on which agile practices are considered most important in order to achieve project success.

The following research question is defined: **How can agile practices contribute to increased project success in small software projects?**

*Agile* projects are characterized as having a more flexible process compared to traditional projects. This process is made of a set of *practices*, which describes the routines the project team are using in order to achieve the project goals. For *software projects*, which are projects where the goal is to create a working software product, this agile approach assists in defining the project scope throughout its lifetime. Scope, as well as time, cost and quality, are important criteria when considering the *success* of a software project.

1.3 Report structure

In chapter 0, *Introduction*, I gave some background information on project management and briefly looked into the transition from traditional to APM. I also gave a brief definition of
software projects. Some metrics on agile success rates were also added. Finally I defined the research question.

In chapter 2, *Case Study*, I will describe the companies participating in this study as well as the projects the respondents used when answering questions.

In chapter 3, *Literature review*, I will describe project management with a focus on APM. I will also look into previous research on agile success factors, describe some of the most popular agile methods and look into some commonly used agile practices. Finally I will add a conclusion and link the literature review to the research question.

In chapter 4 *Methodology*, I will explain the research methodology I have used, define and explain variables, and discuss the validity and reliability of the study.

In chapter 5, *Analysis*, I will perform an analysis of the case study, look for important agile practices and see if the findings contributes to answering the research question.

In chapter 6 *Conclusion*, I will present the conclusion and discuss limitations and future work.
2 Case study

In this chapter I will present the companies participating in the study and describe the project each respondent had in mind during the interview. Information was gathered from their website and the interviews.

2.1 Facility Management AS

The company

Facility Management (Facilit) (www.facilit.com) is a small software company located in Tromsø, Norway. They specialize in online facility management systems (FMS). Facilit was founded in 1999. Today they are nine employees. In addition they have six people in Colombo, Sri-Lanka, working for the company through an outsourcing agreement.

FMS are used for managing, operating and maintaining buildings and properties. Facilit’s main product is called Facilit FDVU and customers range from small to large organizations in both private and governmental sectors. Facilit is considered a leading player in the FMS marked in Norway.

The project

Their main solution, Facilit FDVU, was launched in 2009 as a web based FMS solution. In 2012 they realized that mobile support was less than optimal. In February 2013, Facilit made an agreement with an outsourcing company located in Sri-Lanka. A four-man team was formed. The goal was to enhance the existing solution with mobile apps for Android and iPhone. They decided to use the Scrum framework.

The project manager (PM) had no previous experience with Scrum or Agile, but the rest of the team had worked in several agile teams earlier. The PM is located in Tromsø. The rest of the team are located in Sri-Lanka. The project has been running for almost three years.

Scrum was selected because the end solution was not defined yet and they needed a flexible approach for planning and implementing it. Scrum also had the added benefit of sprints, which shielded the development team from interruptions. The team could focus on items in the sprint without having to worry about changing priorities and other interruptions. Being a Scrum team they try to adhere to the Scum rules and most Scrum practices are therefore used. They are also using several practices from the agile method Extreme Programming.
2.2 WhatIf AS

The company

WhatIf (www.whatif.as) is a software company located in Harstad, Norway. WhatIf was founded in 1997 and was originally a consulting company. They now specialize in applications for doing risk analysis in organizations. Their first product, called WhatIf, was released in 2007. In 2011 the product was released for web browsers. WhatIf has four employees in Harstad. They also have four additional people working for them through an outsourcing agreement. All development is done through outsourcing.

Risk analysis software, as defined by WhatIf, is software which aims to log, reduce and manage risk in an organization, as well as predict possible future risk. The software is made to be simple, so that everybody in an organization can contribute to the risk analysis.

The project

Before 2011, the WhatIf solution was based on a physical board with different cards which represented various types of risk. In order to create a digital version of this board, a software projects was formed together with an outsourcing company in Asia. They released the first version in 2011. The project has been running for four years.

The PM had little experience with APM, but the rest of the team had worked in agile projects before. The PM sits in Harstad, while all the developers are located in Asia.

The first few years they used Scrum. The process was modified over time, and now, four years later, they are using a custom method. They started out with Scrum because they liked the idea of a sprint based method, since it made it possible for the team to select a number of item each sprint and expect to be able to deliver them. About three years into the project, they switched to Kanban, because priorities started to change rapidly, and the fixed time boxed sprints no longer worked for them. They used Kanban for about seven months, after which they started to make additional changes to the process. An ever increasing flow of changing priorities made them look for ways to be even more flexible and more respondent to change. Now they use a custom process, which is heavily based on lean principles. Rapid prototyping is their principal way of planning and creating software. Their way of doing this is basically by creating a mockup of new features, presenting it to the end users to get feedback, and finally develop it if the feature is relevant for the users.
Because of this graduate change from Scrum to the custom lean based approach, determining which practices they actually use is not that straightforward. Participants in this projects had a rather different understanding of which practices they use, why they use them and how important they is.
In this chapter I will first describe how success is defined in this thesis. I will also describe project management in general and particularly APM. Furthermore I will give an overview of some of the most important agile methods and practices, and describe some of the existing research that is done on agile success factors. Finally I will add a summary, linking the literature review to the research question.

3.1 Software project success definition

There are several ways to define the success of a project. The traditional approach is to use the project management triangle where scope, time and cost each form a line in a triangle. Often quality is included as a separate element (iron triangle).

Scope is the set of functional elements (features) delivered during the project lifetime. Time is the actual time required to complete the project with its scope. Cost is the amount of resources required to complete the project. Making changes to one of the element in the triangle will affect the others (Atkinson, 1999).

Quality is very important when developing software products. Quality can be defined in several ways, but for software products, there are often three types of quality: functional, structural and process quality (Chappell, 2013).

1. **Functional quality** refers to how well the product works for the intended user. Specifically, how well the software conforms to the defined requirements and design, how many bugs there are, how good performance it has and how easy it is to learn and use.

2. **Structural quality** refers to the product’s source code quality. This includes robustness, maintainability, testability, efficiency, security and how it conforms to defined coding practices.
3. ***Process quality*** refers to how the system is created and the process around it. The main attributes of process quality are meeting delivery dates, meeting budgets and a repeatable development process which reliably delivers quality software.

In order for a project to be considered successful, it must be delivered on time, within budget and with all the required features and functions. However, it is not always easy to determine if a particular project is a success or not. Different people (stakeholders) involved in a project might have different views on what constitutes success. While external stakeholders usually looks at *cost* and *time*, internal stakeholders often use *scope* and *quality* as the most important criteria for determining success (Agarwal & Rathod, 2006; Bryde & Robinson, 2005).

Wicks and Roethlein (2009) defines quality as “the summation of the affective evaluations by each customer of each attitude object that creates customer satisfaction”. As an important part of *functional quality*, they consider *customer satisfaction* the most important part of quality. This is also supported by the 9th annual State of Agile survey (VersionOne, 2015) where *customer/user satisfaction* was ranked third on how success is measured. *On-time delivery* and *product quality* were ranked first and second respectively. *Business value* and *product scope* were ranked fourth and fifth.

### 3.2 Project management

A project is a temporary activity which should result in a unique product, service or result. A project has a clearly defined beginning and end. The end state is reached when the project goals are met or the project is terminated for other reasons. Project management is defined as “the application of knowledge, skills, tools, and techniques to project activities to meet the project requirements” (Project Management Institute, 2013). According to the *PMBOK Guide*, project management consists of five process groups; *Initiation, Planning, Executing, Monitoring & controlling* and *Closing* (Project Management Institute, 2013). In traditional project management (TPM) these are done in a linear and incremental fashion. In APM these are done in a more iterative and adaptive way (Wysocki, 2014).

Based on these process groups, Wysocki (2014) defines five different *Project Management Life Cycle* (PMLC) process models. The process models are *linear, incremental, iterative, adaptive* and *extreme*. Deciding on which PMLC model to choose, depends on the degree of solution and goal uncertainty. *Linear* and *incremental* PMLC falls under TPM.
They have a low level of solution uncertainty and the project goal is clear. *Iterative* and *adaptive* PMLC falls under APM. They have a high level of solution uncertainty, but the project goal is still clear. *Extreme* and *emertxe* PMLC falls under extreme project management. *Extreme* PMCL have a high level of solution uncertainty and the project goal is unclear. *Emertxe* PMLC is Extreme in reverse. Here the solution uncertainty is low, but the project goal is unclear. Figure 1 illustrates this.

![Figure 1 PMLC models](image)

**Traditional PMLC**

In the *linear* model, each process group is executed exactly once, in sequence. This model does not encourage scope changes. The product is delivered as defined by the scope, which was created at the start of the project.

The *incremental* model is similar to the *linear* model, but here part of the defined scope is delivered in *increments*. This allows for better customer feedback and scope changes are encouraged. The benefit, compared to the linear model, is that the end product will be closer to what the customer wants.

3.3  **Agile project management**

When the goal is clear, but the solution and how to get there is unclear, an APM model should be used (Wysocki, 2014). These types of projects are defined as *complex* and require a non-traditional approach for a successful project execution.

In TPM everything is planned out into details up front. This is called a plan-driven approach.
In contrast, APM projects are change driven. This means that instead of avoiding changes in the project, changes are encouraged. This causes a more dynamic relationship between the team that creates the product, and the external *stakeholders* (anyone with a vested interest in the product) which requested it. Stakeholders are more involved in the process, but the end result will be much closer to what they really wanted. Since the end solution (scope) is unclear at the beginning, it is defined throughout the project, based on feedback from the customer and other stakeholders.

**Agile PMLC**

The *iterative* model improves on the incremental model by including planning in the implementation loop. Each loop creates *potential shippable code* (can be launched to production) which the stakeholders can give feedback on. Feedback is welcome and considered an integral part of the process. Based on the feedback and the overall vision of the product, a new *iteration* is planned, executed and deployed. This way, the solution is not fully known at the beginning, but is defined throughout the project lifetime. Figure 2 (Wysocki, 2014) shows this *iterative* model and how most process groups, including planning, are repeated in a loop.

Agile methods are both *incremental* and *iterative*. Incremental because the work is pre-divided into smaller batches of work, and iterative because the scope of each batch is defined just before the start of each loop. This iterative nature makes the process very flexible.

![Figure 2 Iterative PMLC model](image-url)
APM also defined the *adaptive* model, which is very similar to the iterative model, but it has an even shorter loop time, making it easier to respond to changing requirements. The main difference between the adaptive and the iterative model is that more of the solution is unknown in the adaptive model. The less that is known, the more risk and complexity there will be. When complexity is high, an adaptive model is more favorable (Wysocki, 2014).

### 3.4 Success factors

First in this chapter I will summarize three articles on important success factors in order to get a broad overview of which types of success factors to consider. Second I will focus on practices and summarize two articles which have identified several important *agile* practices.

#### 3.4.1 Agile success factors

A *success factor* is defined as something that “must go well to ensure success” (Boynton & Zmud, 1984). In this context, success relates to the outcome of a software project.

Lindvall et al. (2002) conducted an online workshop with eighteen agile experts from around the world. One of the goals of this workshop was to identify agile success factors. The three most important success factors they found were: *culture, people and communication*.

Chow and Cao (2008) conducted a survey among agile professionals from 25 countries. Three *critical* success factors and three *possible* success factors were identified: *delivery strategy, agile software engineering techniques, team capability, project management process, team environment* and *customer involvement*.

Misra et.al. (2009) did a large-scale empirical study in order to identify agile success factors. They found nine success factors which were shown to be statistically significant: *Customer satisfaction, customer collaboration, customer commitment, decision time, corporate culture, control, personal characteristics, societal culture, and training and learning*.

These three articles indicates a lot of success factors, but there is also a lot of overlap. All three articles mentions factors which could be organized into a grouped called *practices*. *Communication, engineering techniques, project management process, people and team, customer involvement and satisfaction, and decision time* are all examples of identified success factors which is likely to be affected by which practices is being used in a project. Next I will focus on practices as potential success factors.
3.4.2 Agile practices

There are several areas which could be important to achieve project success. Here I will narrow this area down by focusing on *agile practices*.

William et.al. (Williams, Brown, Meltzer, & Nagappan, 2011) did a case study on three Microsoft Scrum teams. They were able to show that by combining an agile framework (Scrum) and nine additional practices, the teams were able to improve quality, productivity and estimation accuracy. In addition to the basic Scrum practices, these nine practices were used:

- Peer review
- Definition of done
- Planning poker (agile games)
- Continuous integration
- Source control
- Static analytic tools
- XML documentation
- Code coverage
- Test-drive development

A systematic review on agile practices was conducted by Jalali et.al. (Jalali & Wohlin, 2012) to determine the status of combining agility with engineering practices. 81 peer-reviews articles were identified, from which 61 were empirical studies. 53 of these described a successful agile implementation and were finally included in the study. 25 agile practices were identified:

- Standup
- Sprint planning
- Sprint review
- Onsite customer
- Coding standards
- Incremental design
- User stores
- Sit together
- Sprints/iterations
- Retrospective
- Test-driven development
- Backlog
- Refactoring
- Automated testing
- Architecture focus
- Enough documentation
- Continuous integration
- Pair programming
- Scrum of scrums
- Integration testing
- Planning games
- Scrum master
- Burn down chart
- Collective code ownership

As shown, there are a lot of practices available. Each practice is described in appendix F. More practices are identified in later chapters.
3.5 Agile methods

“Like all of the agile processes, Scrum is an iterative and incremental approach to software development”
(Cohn, 2010b)

Different methods have different practices. When choosing a method for a given project, these practices should be considered in order to make sure they fit with the project. Not all methods describe a lot of practices, but rather focuses on other aspects. Scrum describes practices in form of events, roles and artifacts. Extreme programming describes 24 practices in form of engineering practices. Kanban describes five principles which also could be viewed as practices. A method can be viewed as a collection of best practices, values and/or principles, which has been proven to work for certain types of projects. In this chapter I will take a closer look at some of the commonly used agile methods.

3.5.1 Scrum

Scrum is an iterative and incremental framework, specifically created for managing software projects in an agile way. Scrum was defined around 1995, but really increased in popularity after 2001 when the Agile Alliance was founded. The Scrum framework is defined around a set of roles, events and artifacts (Griffiths, 2012). A list of Scrum practices are listed in appendix E.

The Scrum framework only defines three roles; Product Owner, Scrum Master and Team Member. The Product Owner controls the product backlog and defines requirements. The Scrum Master makes sure that the Scrum process is followed and resolves impediments. Team members are other members. I.e. developers, testers, designers etc.

Scrum has four events; Sprint planning, daily standup, sprint review and sprint retrospective. Each event, which is time boxed (time limited), is there to facilitate quick progress and constant flow of information between all team members and external stakeholders. A sprint is (normally) a 2-4 weekly cycle where a team works on an agreed upon set of tasks.

The most important artifacts are; Product backlog, sprint backlog and product increment. The product backlog contains requirements to be developed in a future sprint. The sprint backlog
contains requirements which are currently being worked on as part of the ongoing sprint. The product increment is the result of the work which was done during a sprint.

In Figure 3 the Scrum process flow is shown. In each sprint, during the sprint planning, the Product Owner and the Team decides on a subset of items from the product backlog to put into the sprint backlog. The team work during the sprint (a time boxed event) to create a potentially shippable product increment based on the items in the sprint backlog. Every day they have a daily scrum meeting in order to share information and solve potential problems.

3.5.2 Kanban

Kanban is more of a mindset than a methodology. This means that it does not offer a lot of specific rules on how to follow a process, but rather focuses on having the correct attitude (Poppendieck & Poppendieck, 2013).

Kanban has a few core principles, and Griffiths (2012) identifies five principles meant to create a lean behavior in a project; 1) Visualize workflow, 2) Limit Work-in-Progress (WiP), 3) Manage flow, 4) Make process explicit and 5) Improve collaboratively. See appendix C for details about these principles.

Each item selected for development resides in a prioritized backlog called a Kanban board. A Kanban board has multiple columns where each column represent a status. Each item resides in one of the columns, and flows from left to right as it is being worked on. The WiP limit is set for each column, indicating how many items a column can hold at any given time. If too many items are clustered in a single column, it is the responsibility of the whole team to solve the problems and make the flow work again.
Figure 4 shows an example of a simple Kanban board. Items placed higher in a column, has a higher priority. This makes Kanban a good choice for maintenance projects where priorities changes frequently.

3.5.3 Extreme programming

Extreme programming (XP) is a software-centric agile method. Kent Beck, one of the original signers of the Agile Manifesto, created XP in 1999 (Beck, 2000). Today XP defines five core values, 15 principles, 13 primary practices and 11 corollary practices (Beck & Andres, 2004). These are meant to improve code quality and product value, and create good development practices (Beck & Andres, 2004; Griffiths, 2012). XP advocates short development cycles (iterations) and really focuses on putting as many practices into action as possible. Primary practices can be adopted quickly and should give instant results. Corollary practices are more complex and requires more experience to implement in a project (Beck & Andres, 2004). See appendix D for more information about the values, principles and practices of XP.

3.5.4 Scrum hybrids

Several variations of Scrum exist. Two of the most popular are Scrumban and Scrum/XP.

Scrumban is a model based on Scrum and Kanban. Scrumban combines the roles, events and artifacts of Scrum and the Kanban board with its work-in-progress limitation. The big difference is that Scrumban does not use the time-boxing from Scrum. Instead of sprints, the workflow is continuous.

Scrum/XP is a combination of practices and rules of Scrum and XP. This method provides an environment where a customer can evolve a software product into what best meet with the
business criteria (Mar & Schwaber, 2002). Five shared practices help facilitate this; *iterations, increments, emergence, self-organization* and *collaboration.*

### 3.6 Agile practices

In this chapter a synopsis of the latest *State of Agile Survey* is added to give an account of practices currently being used by agile practitioners. Practices especially important in agile projects are also listed and described.

#### 3.6.1 State of Agile survey

The State of Agile Survey, by VersionOne, is an annual survey where thousands of respondens participate each year. It has been running for 10 years, which makes it «the largest and longest running agile survey in the world» [2]. There are a lot of agile practices available and some are more popular than others. In the latest State of Agile Survey (VersionOne, 2015), a list of the 25 most commonly used practices were identified. The percentage in the list below, shows the proportion of respondents who used the specified practice.

The following practices were identified:

- Daily standup (80%)
- Short iterations (79%)
- Prioritized backlogs (79%)
- Iteration planning (71%)
- Retrospective (69%)
- Release planning (65%)
- Unit testing (65%)
- Team-based estimation (56%)
- Iteration reviews (53%)
- Task board (53%)
- Continuous integration (50%)
- Dedicated product owner (48%)
- Single team (46%)
- Coding standards (43%)
- Open work area (38%)
- Refactoring (36%)
- Test-Driven development, TDD (34%)
- Kanban board (31%)
- Story mapping (29%)
- Collective code ownership (27%)
- Automated acceptance testing (24%)
- Continuous deployment (24%)
- Pair programming (21%)
- Agile games (13%)
- Behavior-driven development (9%)

There is a lot of overlap between this list and the list of practice identified in chapter 3.4.2. They are all described in appendix F.
3.6.2 Agile engineering practices

As shown in earlier chapters, there are a lot of practices available. However, most are also used in traditional projects. I will here describe practices especially relevant to agile projects and therefore is relevant when searching for practices which are likely to affect success in agile projects. The words *sprint* and *iteration* are used interchangeably and both should be understood as a *development cycle*.

**Burn down chart**

A *burndown chart* is a graph which shows how much work is remaining in an iteration (or in the entire project). It also shows how much time has passed since the start of the iteration/project. This practice gives everybody involved an up-to-date view of the iteration/project status. This transparency is also meant to encourage the team [1].

**Daily standup**

*Daily standup* is an event where the development team meets every day for a few minutes to coordinate development and share important information. Each member describes completed work and any *impediments* they need resolved before continuing. The meeting should be short and to the point [1].

**Definition of Done**

*Definition of Done* is a practice where the team decides on a set of criteria which must be satisfied in order for an item/story to be considered complete. Everyone in the team should have the same understanding of what it means when an item/story is considered *done* [1].

**Iterative development**

*Iterative development* is the practice of including planning in each development cycle. I.e. deciding what the scope for the next cycle is [1]. One of the benefits is that you do not waste time building the wrong product. As new features are built, feedback from customers help steer the product in the right direction, and scope is defined and redefined throughout the project.
Incremental design

The essence of incremental design, is that, instead of designing the whole system at the start of a project, when you might not know exactly what the product should look like, you only design what you need with the information you have available [1].

Product backlog

A product backlog is a list of features and technical work which are likely to be necessary in the current project. It should be prioritized with high priority items on top. This is the full scope of yet to be developed features, but it is subject to change over time [1] [4].

Product owner

The product owner (PO) is a Scrum defined role. The PO should preferably be a single dedicated individual, who is responsible for managing the backlog and making sure items selected for development maximizes the value of the product [4]. Only the PO is allowed to assign work to the team and make changes in the backlog. A PO is not the same as a project manager. The PO does not manage the team, he only manages the backlog.

Scrum Master

The scrum master is another role defined in Scrum. The scrum master is a servant leader whose main responsibilities is to make sure the team adheres to the scrum theory, practices and rules. The scrum master should help the team to maximize their production value in any way he can [4].

Sprint planning

Sprint planning (or iteration planning) is a Scrum event where the team meets to discuss and decide what they will work on in the next iteration. The PO (if one exists in the team) presents the objective of the upcoming iteration, and explains which items from the backlog should be included in order to achieve the sprint objective. The development team selects items they can commit to and forms, together with the PO, the goal for the sprint/iteration [4].

Sprint backlog

The sprint backlog is a Scrum defined artifact, which contains a list of items the development team think they can complete in the current sprint (iteration). It is defined during sprint
planning but can be changed during the sprint by the development team. Every item in the sprint backlog should be well described and well understood by the team [4].

**Sprint retrospective**

*Sprint retrospective* is a Scrum defined event, where the team meets after a sprint to discuss what worked well and how they can improve. During this event they inspect the last sprint and look for ways to improve the next one [4]. The goal is to make the team better.

**Sprint review**

The *sprint review* is another Scrum event where selected stakeholders meet with the development team in order to inspect changes and deliver feedback. It is not a status meeting, but rather an informal meeting where the goal is to get feedback, foster collaboration and discuss future work [4].

**Team member**

The *team member* practice is a Scrum practice which states that, the only allowed role in a Scrum team, apart from the Product owner and the Scrum Master, are *team members*. Developers, testers, graphic designers etc. are all considered team members and has no other role in the team. This model is designed to foster flexibility, creativity and productivity [1].

**Stories**

A *story*, often called a *user story*, is a user centric way of describing a new feature. A story is written in a certain style in order to highlight *who* needs the feature, *what* they need and *why* they need it [1].

**Task board**

A *task board* is a board with status columns, where each item/story is placed based on its status. This is a common way to show a team’s progress as well as the status of every item [1]. Tasks boards can be digital or physical. On physical task boars a story is often just written on a post-it note and moved from column to column as it transitions from *start* to *done*.

**Visualize Workflow**

*Visualize workflow* is a Kanban practice which says that it should be easy to see how items are transitioning from start to finish. This is normally done with a task board. In Kanban the
task board is called a Kanban board, and it has a work-in-progress property on each column (Hammarberg & Sundén, 2014).

**Limit work-in-progress**

The work-in-progress (WIP) limits in a Kanban board are meant to prevent road blocks and make items flow faster through the board (Hammarberg & Sundén, 2014). The idea is that if a column contains more items than the WIP limit, it is the responsibility of the whole team to assist and make sure the block is resolved. This WIP limit is what distinguishes a normal task board form a Kanban board.

**Improve collaboratively**

*Improve collaboratively* is a practice which encourages team members to improve the team and its process continuously through small changes (Hammarberg & Sundén, 2014). The goal of this practice is somewhat similar to the goals of the *sprint retrospective* practice, but the focus is more on improving the collaboration process and the way people work together.

**Team based estimation**

*Team based estimation* is a practice where all team members, at least those involved in coding, takes part in estimating a task. It takes more time when the whole team is involved, but the result is a more accurate estimation.

**Agile games**

Agile games is a common name for all game-like practices which are meant to make part of the process in agile teams easier, funnier or better. One well known example of an agile games is *planning poker* which is a way to estimate user stories more accurately.

**Whole team**

Agile teams are often said to be *self-organizing* and *cross-functional*. Self-organizing means the team itself is responsible for deciding how project challenges are solved, based on boundaries and constraints set by management (Cohn, 2010a). Cross-functional, also called *whole team*, means that the team should possess all the knowledge and skills to create the feature they have been set to create (Beck & Andres, 2004). Creating a team of experts is likely to affect the cost of the project as well, because experts are generally more expensive.
than novices. However, if will also reduce the amount of time needed to complete a project. Barry Boehm’s principle “use better and fewer people” is an important principle for agile projects (Cohn, 2003).

53 practices were identified in chapter 3, and 21 of these were found to be especially relevant in agile software projects.

3.7 Summary

In this chapter I looked at several topics in order to create a theoretical foundation for this thesis. In chapter 3.1, I described how project success is defined for software projects by looking at the four elements; scope, time, cost and quality.

In chapter 3.2 and 3.3, I gave some background information on traditional and APM.

In chapter 3.4, several success factors were identified through a literature review. Three articles on success factors in agile projects where described. Focusing on practices, I also described two relevant article on agile practices.

It was shown in chapter 3.5 that there are a lot of different ways to be agile. Different agile methods have different practices, tools and techniques. There are a lot of practices, and they are probably not equally important to achieve success.

In chapter 3.6, I summarized the 25 most heavily used agile practices as identified by the State of Agile Survey. Combining this with all the identified practices from chapter 3.4, I finally described practices especially important for agile projects.

Based on information gathered this chapter 3, it is clear that there are a lot of potential success factors in agile software projects. I have decided to limit my research to the agile practices and try to figure out which practices are most important in order to achieve project success.
4 Methodology

In the methodology chapter, I will describe the process which resulted in the given research question, I will also give an overview of which choices were made when selecting the research design and why. Finally I will explain the selection criteria and look at the validity and reliability of the study.

4.1 Research question and research design

In chapter 1.2 the research question was defined as: How can agile practices contribute to increased project success in small software projects? I will here explain how I decided on this particular question, and which limitations I have set.

4.1.1 Pilot study

After creating the initial interview guide, I conducted a pilot study with an agile professional. This interview was done in order to see whether the respondent would agree with the agile values, principles and success factors I had already identified in chapter 3.

An interesting point was made by the respondent. He felt that engineering practices are given to little attention in agile trainings. This is a major flaw, in his opinion, because it is the practices which makes a project successful. Going fast is not enough, you need these engineering practices to also enhance quality.

The pilot study helped me to focus my research on agile practices as potential success factors.

4.1.2 Research question

When I started working on this thesis, the plan was to search for all factors that might affect the likelihood of project success. After discussing it with my supervisor and conducting the pilot study, it became apparent that this approach was too comprehensive. A new narrower question was defined.

In this new question, the goal is still to look for factors which increase the chance of project success, but the focus will be on agile practices. The goal is to see which agile practices are being used, as well as why and which effect they have.

A research question should conform to three requirements (Jacobsen, 2005). It should be exiting, in the sense that the result of the research should not be known in advance. It should
be *simple*, in the sense that the research question should be narrow and therefore easier to manage. It should be *fruitful*, meaning that it should be possible to research empirically and it should add something to the existing knowledge base. I feel that the research question I have selected adheres to these requirements and is therefore a good question.

4.1.3 Research design

For the research design I opted for a *holistic multiple-case descriptive case-study*. This was achieved through an *open-ended interview with multiple respondents*. In order to make sure the candidates did not forget any practices, a short quantitative multiple choice survey was also included as part of the interview. I will explain the rationale behind each element in this design.

In a *holistic* design, the study involves units of analysis at only one level (Yin, 2014). A holistic design was selected because of the limited time and limited number of available candidates. In each case I will therefore only focus on one project.

Two drawbacks with a holistic design are; 1) an increased risk that the study is done on a too abstract level, causing the data gathered to lack depth, and 2) an increased risk that the nature of the study may change during the study, and unless the design is changed appropriately, the study can be conducted with the wrong design (Yin, 2014).

The Advantage of using a *multiple-case* design, compared to a single-case design, is that the evidence is often considered more robust and compelling. The main disadvantage is that it requires more time and resources. By looking at multiple cases, it is possible to achieve a degree of *literal replication* (Yin, 2014). If the result from the study show similar results between the respondents, some generalization can be claimed. More cases with the same reported success factors increases the likelihood of it being a general factor for success. However, generalization is not the goal of this thesis.

Yin (2014) distinguishes between *explanatory, exploratory & descriptive* case studies, and he describes a *descriptive case study* as “a case study whose purpose is to describe a phenomenon in its real-world context”. In this study, where I am looking at specific practices (the phenomenon) and trying to research them in-depth, a descriptive case study was selected.

Furthermore Yin shows that regardless of which design is selected, a case study can be the appropriate research method. Whether a case-study should be selected or not, depends on the
research question. If the research question is of a *how* or *why* nature, and the focus is on a contemporary event, the case-study is one of the appropriate methods. In addition, because of the limited access to relevant respondents, I have opted for a case-study.

The qualitative approach with individual interviews is a good way to get a lot of in-depth information from each case. With the open-ended approach, the respondents can somewhat affect the direction of the interview and this allows for a deeper understanding of the respondents thoughts on the subject.

**Variables**

The dependent variable in the case study is defined as *project success*. *Practices* is the only defined independent variable.

![Figure 5 Research variables](image-url)

Figure 5 illustrates how the independent variable *practices* affecting the dependent variable *project success*.

**4.2 Case study**

Here I will describe the selection criteria and the respondents who participated in the case study. I will also describe how this case study was implemented and explain how the interview guide is structured.

**4.2.1 Selection criteria**

In this case study I wanted to interview team members from agile projects. In order to get as much details as possible, two respondents from each project was necessary. The goal was to determine which practices they used and how (if at all) these would affect the likelihood of project success.

The respondents of this study are largely selected because of convenience. Respondents were selected from people I know and who were willing to participate in the study. They do therefore not necessarily represent the best possible choices to enlighten the research.
question. However, efforts were made to try to include people with various background and experience.

4.2.2 Respondents

Respondents from two projects participated. From each project I recruited two respondents, the PM and one developer. The projects are similar in several ways. They are run in small IT-companies which create and maintain software solutions. The teams are small with a handful of people using an agile approach. Both companies outsource part of their core business. The company and their projects were described in chapter 2.

Four respondents were interviewed. I will use the designation PM1 and PM2 for the project managers, and D1 and D2 for the developers in the analysis. I will use the designation P1 when referring to project 1, and P2 for project 2.

- PM1 has worked 5 years in this company and in this domain. He has no prior experience with project management. This is his first agile project. He has mainly worked as a developer and has 8 years of experience. He is located in Norway.
- PM2 has worked 5 years in this company. He has several years of traditional PM experience. This is his first agile project. He is located in Norway.
- D1 is a developer with 3 years of experience in this domain. He has 2 years of experience in traditional projects and 4.5 years of agile experience. He is located in Asia.
- D2 is a developer with 4 years of experience in this domain. He has 2.5 years of experience in traditional projects and 4.5 years of experience in agile projects. He is located in Asia.

4.2.3 Implementation

The respondents were interviewed one by one. One respondent was interviewed face to face. Three respondents were interviewed via Skype using a video feed. Two candidates were interviewed in Norwegian while two were interviewed in English. All interviews were recorded (audio only). An open-ended interview style was used in order to avoid interview bias and really capture the actual thoughts of the respondent. The interview guide in Appendix A was used when conducting the interviews.
Before the interview started, I explained the agenda and we used a few minutes to make sure everybody understood what was expected of them. This gave us a smooth transition into the actual interview which was conducted without any problems.

4.2.4 The Interview guide

The interview guide in Appendix A was created based on the research question and research done in the literature review.

The guide has two sections. In the first section, questions related to the company (question 1), candidate (question 2) and case under study (question 3) were defined. This gave me some background information on the company and project, and also serves as a way to let the candidate answer some simple questions first.

The second section contains questions related to the agile practices used in the case under study. First (question 4) there will be an open discussion where the candidate explains how the team worked together based on the agile method and the practices they used. The goal is to get an in-depth account of the process they used. Then (question 5) the candidate completes a quantitative multiple choice survey, indicating which practices they used in the project and whether it was heavily used, somewhat used or not used. This was done in order to make sure the respondents remembered all practices. After grouping these practices into *heavily used*, *somewhat used* and *not used*, the candidate is asked to elaborate (question 6) on these answers in a qualitative open ended style. A final question (question 7) is added to check if the candidate has anything else he wants to add.

4.3 Validity and reliability

When doing an empirical research study, it is important to determine its quality. In order to determine if the study can be trusted, if it is credible, if it can be confirmed and if the gathered data can be depended, the validity and reliability of the study must be checked. Four tests are commonly used in order to achieve this; *construct validity, external validity, internal validity* and *reliability* (Yin, 1994). Based on the details below, my conclusion is that this study is both valid and reliable.
4.3.1 Validity

*Construct* validity is defined as “establishing correct operational measures for the concepts being studied” (Yin, 1994). Construct validity are ensured because of several factors. The questions used in the interview are created based on a thorough literature review where important agile practices and earlier research on agile success factors were looked at. These questions were also reviewed by the supervisor of this thesis. Because four interviews were conducted, this can constitute multiple *sources of evidence*, an important construct for achieving validity.

*Internal* validity is defined as “establishing a causal relationship, whereby certain conditions are shown to lead to other conditions, as distinguished from spurious relationships.” (Yin, 1994). In order to make sure the results and the conclusions fit with what we would expect them to be, initial results were shown to some of the respondents in the study. None of the results were unexpected.

*External* validity is defined as “establishing the domain to which a study’s findings can be generalized” (Yin, 1994). For case studies, generalizing can only be done through *analytic generalization*. If several cases in a study can be shown to support the same theory, replication can be claimed and generalization is possible (Yin, 1994). It is however not the goal of this study to generalize the result.

4.3.2 Reliability

*Reliability* is defined as “demonstrating that the operations of a study (…) can be repeated with the same results” (Yin, 1994).

In order to achieve reliability, a case study database was created. All interviews were stored as audio files and later transcribed. The collected data can therefore be made available for other researchers.

To make sure I, as the researcher, did not affect the answers given by the respondents, I made sure I followed the interview guide throughout the interview. This helped me focus on the questions and not steer too far of the planed path. In order to avoid misunderstand, I made sure to explain all the practices we talked about if that was necessary. In cases where it turned out I had asked leading questions, I chose to put les emphasis on those answers in the analysis.
Because the context of the interview can affect the answers given by the respondents, all interviews were made during normal office hours. The respondents sat in their office, or in a meeting room close by, during the interview. No interruptions occurred during the interview.
5 Analysis

In this chapter I will present the empirical data and link it to the theory in chapter 3. The analysis will be grouped by the project management triangle constraints which were described in chapter 3.1.

Practices described in this chapter have been identified as heavily used and will be analyzed to see how important they are. This is based on the quantitative survey and the open ended discussion with the respondents. Several practices were concluded to be heavily used even though some of the respondents initially indicated them as somewhat used or even not used. Furthermore, I will only focus on practices which are especially important in agile projects. Practices which are equally important in traditional projects, will not be analyzed.

A total of 53 practices were looked at and 23 were found to be heavily used. 15 of these were especially relevant in agile projects. Eight of these were related to scope, one was related to time and six were related to quality. The analysis is therefore divided into three groups; scope, time and quality.

None of the identified agile practices were mainly cost related, although some of them can affect cost as well. Cost is therefore not included as a separate group. Several practices could be placed in more than one group, but I have placed them in the group where they fit best, based on how the respondents understood these practices.

5.1 Scope

Scope refers to the set of functional elements (features) delivered during the project. Eight practices related to scope were identified as heavily used. Iterative development, product backlog and stories are heavily used in both projects. Sprint planning, sprint backlog, sprint review and team based estimation are heavily used in P1. Incremental design is heavily used in P2. This is illustrated in Table 1.
Table 1 Heavily used scope related practices

<table>
<thead>
<tr>
<th>Scope practices</th>
<th>P1</th>
<th>P2</th>
<th>Both</th>
</tr>
</thead>
<tbody>
<tr>
<td>Iterative development</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Product backlog</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Stories</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Sprint planning</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sprint backlog</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sprint review</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Team based estimation</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Incremental design</td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td><strong>Sum</strong></td>
<td>7</td>
<td>4</td>
<td>3</td>
</tr>
</tbody>
</table>

Iterative development

In order to be agile, you must be able to quickly adapt to changing priorities. Working in short iterations gives a team this option. In P1 both respondents ranked this practice with high importance if you want to achieve project success. They mentioned several reasons for this. First and foremost they both mentioned feedback as the most important reason for doing iterative development. By releasing in small iterations to get early feedback, they are able to create a product which is more in tune with customer needs.

The developer (D1) mentioned three main reasons for doing this practice; solution uncertainty, time to market, and feedback.

“So the requirements for the iterative approach is at the beginning of the project we did not have a 100% clear idea of what we need to do when it comes to features. (...) try to develop (...) in iterations so we can go to market earlier and get the feedback from users as well.” – D1

When asked directly how this practice contributes to success, the developer (D1) again mentioned stakeholder and user feedback as one of the most important ways to achieve success. The project manager (PM1) had a similar idea of why this is a good practice, and especially mentioned feedback and changing priorities.

“When things changes rapidly it’s nice to be able to change direction and not be locked into a predefined course which lasts for 6-12 months. It is also easier to get feedback
which benefits the product and the quality of the product. We have chosen two week iterations (...) to get feedback as soon as possible if we do something wrong.” – PM1

He (PM1) also said that it would be difficult to imagine how the project would work without using the iterative development practices. Because they are using Scrum in P1, it makes it easier to adopt this practice. Scrum with its sprints is by definition iterative.

None of the respondents in P2 reported this to be a heavily used practice, but they are clearly working in iterations here as well. The main difference is that they do not used fixed time intervals for each cycle, as they do in P1.

“It is a real cycle (...) it doesn’t have a fixed time bound.” – D2

They work more continuously in P2, taking in prioritized changes when needed. By using a rapid prototyping practice in P2, they are able to use the iterative approach to quickly respond to changing priorities, get early feedback and gain a quick time to market effect.

“We do rapid prototyping. Basically with the requirements, there is a designer in the team who (...) comes up with mockups. And then the designer starts the prototypes (...) the PO uses this prototype to get closer to the customers, to get feedback before starting the implementation. So with this approach, we are starting early and we can also fail early.”- D2

Even though they have very different approaches on how they do iterative development in P1 and P2, they gain much of the same effects. Working in iterations like this gives the team the ability to create a product which is closer to what the customer wants. It is reasonable to assume that this in turn will increase customer satisfaction, which is likely to affect whether a project is considered successful or not.

Product backlog

Instead of having a large requirement document, agile teams often works from a product backlog. A product backlog is heavily used in both projects but they have a different view on how important it is.

Traditional projects might also break a requirement document into a list of tasks, but for agile project using the iterative approach, it is especially important. In P1 the developer (D1) said that there were two main reasons for using this practice.
“It sets the overall objective of the product, so we have a long term mission objective (...) also helps breaking this down (...) and have an idea what needs to be taken into the upcoming sprint.” – D1

The last point is only important if the team works in sprints. The project manager (PM1) also mentions long and short term planning as important reasons for using this practice. In addition he said that having a product backlog, as long as it is prioritized, makes the project more transparent and allows other stakeholders to get an overview of progress and prioritizations.

“You need a product backlog (...) the product owner side can see what we have planned, but it is also used to create transparency with the team” – PM1

Both the developer (D1) and the project manager (P1) made a point of mentioning that this practice is especially important for Scrum, because of the iterative approach. They both ranked this practice with high importance if you want to achieve project success.

Even though they have a product backlog in P2, they do not put a lot of emphasis of the importance of it. Their problem is that priorities are changing very rapidly. Because of this, items on top of the backlog may not get picked for development first. This rapid change is the reason why they moved away from Scrum and sprints.

I interpret this to indicate that the product backlog practice is important for some agile methods, but not for all. Methods using sprints or other time boxed iterations, would likely benefit from using this practice.

Stories

Items in a backlog can be structured in a lot of ways, but creating stories is a popular choice. This practice is heavily used in both projects, but the respondents disagree on how important it is for project success. The main incentive for creating stories were reported by all respondents to be the ability for everybody involved to understand why a feature is important for the end user.

“It is a nice and short way to (...) get a picture of what the customer needs. It’s a good way to make all team members quickly understand what the feature is all about.” – PM1
“I write user stories so they (i.e. the developers) can see what the end result of a task should be, in the eyes of the user. This way they have to understand the user perspective. We feel that this works.” – PM2

In P1 the developer (D1) also said that this makes it easier to focus on the user’s objectives rather than just completing a feature. It affects development in a positive way. He also emphasized that he felt this practice should be used by everybody because “ultimately the product success depends on whether users get what they expect or not”. The rest of the respondents said that this practice is important to achieve success, but many other practices are more important. Furthermore it seems like this practice is important regardless of which method is used, because creating stories helps the team to understand why and how the user intends to use a particular feature.

**Sprint planning**

When a team works in iterations, it helps to plan each iteration before it starts. This practice is heavily used in P1, but this is mainly because they are using Scrum. In order to be able to commit to a set of tasks each sprint, they need to plan the sprint first. The project manager (PM1) mentioned that the alternative, planning several months ahead, is a bad idea.

“We plan often and for a few features at a time, instead of having huge planning sessions. It causes us to work only with features which are important right now. We plan the most important things at any given time. It is important.” – PM1

Both respondents in P1 indicates this as an important practice to achieve project success because it helps the team to build the right thing. The project manager (P1) said that it was really important while the developer (D1) only found it important because they are using Scrum. He (D1) felt that it was more of an administrative practice that has to be there in order for the Scrum process to work properly.

In P2, which has a more continuous approach, they no longer use this practices, at least not in the same way. When they were using Scrum, this practice was heavily used in P2 as well. They still do planning sessions, but more infrequent and supplemented by regular calls between the PM and individuals in the development team. This infrequent setup works well for them because their process is more continuous and there is no need to plan out the next
few weeks regularly. Because they have so many changes in priority, planning too far ahead would just be a “waste of time” (PM2).

**Sprint backlog**

During one of these planning sessions, a sprint backlog is often created. This practice is heavily used in P1, mainly because they are using Scrum.

The project manager (P1) mentioned that having sprints and iterations works really well. One reason is that P1 is a development project with little or no running business. I.e. bug fixes and other interferences. There are few change requests, and this makes it easier to use a sprint backlog.

> “We have a sprint backlog. It is also prioritized, so we know what should be solved first and last. It’s a good aid to get an overview of each sprint.” – PM1.

The developer (D1) feels the main effect of doing this practice is to see if the team is succeeding in completing all items in the sprint. The project manager (P1) said that being able to completely focus only on a few items, and not having to consider the whole backlog when deciding what to do next, gives the team more focus and makes communication easier. In addition he likes that it gives him some way to measure progress.

They do not use a sprint backlog in P2. This makes sense since they do not work in time-boxed sprints. They used this practice in P2 when they were using Scrum. This worked for them, and at that time they felt it was an important part of the process.

Using a sprint backlog seems important for Scrum projects, but not for agile methods with a continuous approach.

> “In a Scrum setting it is very important. But not equally important in other agile methods.” – PM1

*Sprint backlog* might be an important practice, but all respondents in P1 agrees that it is not a critical factor for achieving success.
Sprint review

At the end of every sprint/iteration, a sprint review is often held. This practice is heavily used in P1. It is a prescribed practice in Scrum, but both respondents in P1 said that this in a really important practice because of the feedback it generates from important stakeholders.

“The main advantage was to make sure we demonstrate what we have achieved (...) and to get the feedback. Mainly in order to get feedback.” – D1

“Early feedback. To get that feedback loop as short as possible is important. To avoid that the development (i.e. product) moves in the wrong direction.” – PM1

The project manager (PM1) also mentioned that a lot of people feels there are too many ceremonies (i.e. events) in Scrum, but he feels that this team and this project benefits from all of them. He specially mentions the importance of planning each iteration and reviewing the work and the process after each sprint.

They do not have reviews in P2 anymore. At least not in the common sense. Earlier they included everybody in this meeting, but now it is just the PM and one developer. The PM then informs the rest of the company. They do this because they feel it is more effective. This approach might be more effective, but it is not stimulating feedback in the same way. They compensate the lack of feedback from stakeholders by being in constant contact with customers and checking what they think about new features. The feedback arrives later, but it is probably more accurate because it comes directly from the end users.

This practice is considered important because it stimulates early feedback. My interpretation of this is that having a sprint review, or some other way to stimulate feedback is important for success

Team based estimation

In order to make it easier to know how many items you can expect to complete in an iteration, they can be estimated. This practice is heavily used in P1 in order to get a more accurate estimation. A good estimation will in turn make it easier to plan the iteration.

“The effect is that you get a more realistic estimation. This is important because we are using Scrum. (...) we measure velocity based on estimations.” – PM1
“It works well, because different team members will have different amount of overview into the code and the complexities involved. We get more accurate estimate for a task.”

– D1

However, it certainly takes more time when everybody in a team have to be present during the estimation process, and this is why they no longer follow this practice in P2. They do not feel that the extra effort of estimating is worth the extra accuracy.

“We did it earlier at the start of the project. Now (...) it just takes unnecessary time” – PM2

**Team based estimation** does not appear to be the most important practices to use in order to succeed in a project. However, if you need estimations to be more accurate, this is a smart thing to do.

**Incremental design**

The final scope related practice is heavily used only in P2. The developer (D2) indicated this to be a very important practice for achieving success.

“We think ahead and use whatever the design is for now. We keep it flexible for the future.” – D2

The PM in P2 strongly feels that they cannot know what the customer needs 100%. So they plan a feature to about 60%. They then talk with their users and figure out the remaining 40% before they start developing it. This affects the scope of the product and he feels that it makes the product more usable and competitive in the market.

“We can’t imagine what the customer needs 100% in the future. We ask the customer.”

– PM2

In P1 they have made some design choices in the past which now hampers productivity.

“We don’t think years ahead, but some mistakes were done earlier. It was a bit dumb (...) results in a bit slower productivity.” – PM1

They have recently started using this practice because it has become evident that designing a solution too far ahead is not a good idea. Priorities change, and features that are really important now, might be complete irrelevant in a few months.
Based on the success of using this practice in P2 and the lack of success by not using this practice in P1, my conclusion is that this is indeed an important practice for agile software development and project success.

5.2 Time

Time refers to the amount of time required to complete the project with its scope. The whole team practice was the only agile practices related to time which was identified as heavily used.

Whole team

In both projects the teams were assembled to do a certain type of development, and efforts were made to make sure they had the skills to do it. The PM acts as the domain expert and has all the necessary knowledge in order for the developers to create the correct product. Both teams are using the whole team practice by ensuring every skill they need is found in the team.

“We don’t have any designers, but we can get one on request. But the rest of the team should be able to do everything else. That’s the principle.” – PM1

“We have what we need in the team. When we add new people we make sure they have the competency we require. They should also add something extra to the team.” – PM2

“The responsibility goes really high, because you have to find solutions and also make it work. The responsibility and the ability to commit becomes very high.” – D2

When you empower the team and trust them to get the job done, it motivates them and increases the responsibility of the team. It stands to reason that this will also reduce the time needed to complete features.

The importance of this practice, in terms of project success, is unclear. All respondents had different opinions. The developers found it more important compared to the project managers. Another issue is that this practice might be important in traditional practices as well. Based on this, my conclusion is that this is not one of the most important practices for achieving projects success in agile software projects.
5.3 Quality

Six agile practices designed to increase product quality were identified as heavily used. Table 2 shows quality related practices, which projects they are used in and whether they are used in both projects. These practices are all related to *process quality* which refers to how the system is created and the process around it.

*Task boards* and *visualize workflow* are heavily used in both projects. *Daily standup, product owner* and *Sprint retrospective* are heavily used in P1. *Improve collaboratively* is heavily used in P2.

<table>
<thead>
<tr>
<th>Quality practices</th>
<th>P1</th>
<th>P2</th>
<th>Both</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task board</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Visualize workflow</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Daily standup</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Product owner</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sprint retrospective</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Improve collaboratively</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td><strong>Sum 6</strong></td>
<td>5</td>
<td>3</td>
<td>2</td>
</tr>
</tbody>
</table>

**Task board / visualize workflow**

*Task board* and *visualize workflow* are very similar practices. The difference is that *visualize workflow* states that progress should be visible, but not necessarily how it should be done. Using a task board is one way to visualize progress. These practices were viewed as the same thing by the respondents. They did not however, agree on how important they are.

They rely heavily on a digital task board in P1. Having a way to see who is working on what, makes the whole iteration more transparent for everybody.

> “*Task board help us visualize the work that we have to do for the particular iteration and where it stands at a particular day or a particular moment.*” – D1

In P2 they have a digital task board and a physical white board. The digital board is available to everyone, while the physical board is only available to the developers. The digital board is not updated as frequently as the physical board.
“The best thing we are using is the physical white board. Details can be found in the
digital board.” – D2

Most respondents indicated this to be moderately important in order to achieve project
success, but they also said it was a really helpful practice to achieve transparency in a team.

“It might not be that important for whoever is working on a task (...) more important for
others who want an overview of the status of a sprint.” – PM1

In conclusion this looks like a moderately important practice for achieving project success.

**Daily standup**

In addition to having a task board, which gives an excellent overview of an iteration, they use
the *daily standup* practice in P1. They have daily meetings, normally at the same time each
day. They do this to update each other on progress and other relevant information. They
consider this an important practice, especially since the PM and the developers are not co-
located.

> *Daily standup is especially important since they (i.e. the developers) are located in
Sri-Lanka. Communication is important in all type of work you do (...) regular
communication with those you work with (...) to increase communication in the team.
Everybody knows what’s going on. This is probably reflected in the quality of the
product.”* – PM1

They do not have daily meetings like this in P2 anymore. They used to talk every day when
they were using Scrum, but now the whole team meets (i.e. video conference) a couple of
times a week. The main reason for not doing it daily anymore, is that the team has matured
and are more familiar with the domain. There are less questions and impediments. If a
developer has a question for the PM he just calls him directly. The PM in P2 emphasizes that
they had good experience with daily standup in the past, but he now feels it is an unnecessary
time consumer.

The importance of this practice is somewhat unclear. It seems that respondents in P1 finds it
very important, while respondents in P2 does not. One likely reason for this is that the PM in
P1 also works partly as a developer. This is not the case in P2. This is likely to increase the
need for synchronization in P1. It could indicate that this practice is very important when
developers are not co-located, but it might not be equally important when all developers sit together and only the PM is located elsewhere.

**Product owner**

This practice can be viewed in several ways. Having a *product owner (PO)* who manages the backlog is a great way to make sure everybody knows what the priorities are. In addition, this practice is further enhanced if the PO is *dedicated* to this role and/or if there is only one *(single)* PO in the team.

A PO exists on both teams. None of them are dedicated as they have other roles in other teams. In P1 they have a single product owner, while it seems they have more than one in P2.

In P1 they agree that having a *single* PO is important in order to have someone who has the complete overview of current and future requirements, as well as having only one single person responsible for making priorities.

“We only have one product owner. I am dedicated in this team, but I also work as a developer in another team. This practice is really important. It creates clarity and makes communication easier. Generally I would say that it helps the whole team since they don’t have to make too many decisions (i.e. regarding priorities).” – PM1

In P2 it was a bit unclear who the PO is. The PM said he was the PO. The developer (D2) however, mentioned two persons when he talked about the PO. It might be just one PO in the team, but additional people with PO authority are also involved.

“I have many roles, but I am the PO of the team. It is my responsibility.” – PM2

“We have a new PO (i.e. not PM2). He is less available on fixed times, but we communicate more (...) in random time slots.” – D2

The PO in P2 is less available now compared to when they had daily standups and were doing Scrum. There are fewer fixed meetings, so the developers has to contact the PO directly if they have any questions. The developer (D2) said that this is a setup that works. However, it does not sound like they have a single PO. At least there might be some confusion on who has that particular role.
Having a single PO was considered very important for achieving success by both respondents in P1. In P2 they did not consider it important, and this is likely the reason why they do not use this practice to the same extent.

**Sprint retrospective / improve collaboratively**

Two additional overlapping practices are sprint retrospective and improve collaboratively. The respondents more or less viewed them as the same practice. In P1 they focused on sprint retrospective. In P2 they focused on improve collaboratively. They did however report the same reasons and benefits from using these practices.

“It’s important to figure out if productivity is lower than it should be. We use retrospective to figure out these things. It is likely the most important thing we do.” – PM1

“It’s (i.e. improve collaboratively) an open discussion where anyone can tell anything regarding what we are doing wrong. What are the pain points? It’s very good.” – D2

It might not be accurate to say that both projects are using the sprint retrospective practice and the improve collaboratively practice, but they are without a doubt trying to improve continuously by discussing things that is not working and trying to come up with ways to improve. They have a slightly different way of doing it, but they all agree that this is an important practice.

If these practices can be considered the same practice, it makes it the only practice where all respondents agree that this is a very important practice in order to achieve project success. Having a way to constantly improve the team and the process is clearly important and stands out as one of the most important agile practices for achieving success.
6 Conclusion

In this chapter I will summarize and conclude findings from the analysis. In addition I will add a section about possible future work and known limitations.

6.1 Conclusion

The goal of this theses was to look for agile practices which contributes to success in agile projects. 53 practices were considered and 23 were found to be heavily used. Out of these, 15 were found to be especially relevant to agile projects and considered important by at least one of the two teams in the study. These are however not considered equally important. Table 3 lists these practices, ordered by how important they are in order to achieve project success.

Five practices were found to be especially important. The most important reason for using iterative development and sprint review were reported to be early feedback from customers. Iterative development were also used in order to handle changing priorities and solution uncertainty, as well as achieving a shorter time-to-market.

Incremental design, stories and sprint planning were used in order to respond to changing priorities and customer needs.

The principal reason for using sprint retrospective and improve collaboratively were to improve the process in order to improve the team. The goal of which was to achieve a better working environment and a faster working pace. The consensus was that these are probably the most important practices a team can use.

Ten additional practices were found to be important, but less important than those already mentioned. The reasons for using a product backlog, task board, visualize workflow and dedicated and/or single product owner were increased transparency, project overview and the ability to plan better.

Daily standup and sprint backlog were mostly used because they improved communication within the team. Team based estimation and whole team were used to increase estimation accuracy and improve development time respectively.

It is worth mentioning that although some of these practices were concluded to have an importance of two in in Table 3, some might be more important for certain types of agile methods. Product backlog and sprint planning were reported to be very important by the
Scrum team (P1). This indicated that, which practices are considered most important also depend on which agile method the team is using.

All practices considered especially important are related to scope and quality. This is not surprising since all respondents are considered internal stakeholders and, as described in chapter 3.1, internal stakeholders often use scope and quality as the most important criteria for determining success.

In conclusion, of the 15 important agile practices, iterative development, sprint review, incremental design and sprint retrospective / improve collaboratively are considered most important. These results seem to indicate that practices which improves customer feedback and the team process, as well as those helping the team to understand customer needs, are found very important.

Table 3 Heavily used practices ordered by importance

<table>
<thead>
<tr>
<th>Practices</th>
<th>Importance</th>
<th>Scope</th>
<th>Time</th>
<th>Quality</th>
</tr>
</thead>
<tbody>
<tr>
<td>Iterative development</td>
<td>1</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sprint review</td>
<td>1</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Incremental design</td>
<td>1</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sprint retrospective</td>
<td>1</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Improve collaboratively</td>
<td>1</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Stories</td>
<td>2</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Product backlog</td>
<td>2</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sprint planning</td>
<td>2</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Task board</td>
<td>2</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Visualize workflow</td>
<td>2</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Daily standup</td>
<td>2</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Product owner</td>
<td>2</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Sprint backlog</td>
<td>3</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Team based estimation</td>
<td>3</td>
<td>X</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Whole team</td>
<td>3</td>
<td></td>
<td>X</td>
<td></td>
</tr>
<tr>
<td><strong>Sum</strong></td>
<td><strong>8</strong></td>
<td><strong>1</strong></td>
<td><strong>6</strong></td>
<td></td>
</tr>
</tbody>
</table>
6.2 Limitations and future work

This study, like all studies, has some limitations. Firstly, only two cases were investigated. More cases would have provided a more accurate picture of which agile practices are being used, as well as if and why they are important. This would have increased the validity of the study. In addition, only two respondents were interviewed in each case. Additional respondents would have added more detail and insight on how and why a particular practice was being used and how important it was.

Secondly, both cases were very similar. In both projects, the development teams were outsourced to Asia, while the PM was located in Norway. Both teams were very small, with less than five people in each team. The results gathered in this study are therefore only likely to be transferable to teams with similar setups. Practices which is easy to implement in a small team, might be very difficult to implement in a larger team. Outsourcing also has its own set of challenges (Khan, Niazi, & Ahmad, 2009) which is likely to have affected the study.

Because of the limitations set in this study, further research into agile practices by including more cases, more respondents, larger teams and less similarities between the cases, could give new insight. It would also be interesting to see what the results would be if the study was not limited to outsourcing projects.

In addition, further research on the practices identified as most important, and other practices which are likely to affect customer feedback, customer needs and team process is needed to get a more accurate picture of their importance.
Appendix A – Interview guide

Appendix A contains the interview guide used in the case study.

Part 1 Introduction

In part one, background information on 1) the company, 2) the candidate and 3) the project the candidate has in mind during the interview is collected

Questions: 15-20 minutes

1. Company background information
   a) Please give some background information on the company.
   b) What type of business is the company? (What is the domain)
   c) Which products do the company have?
   d) Are there any written information available? Product sheets etc.

2. Candidate background information
   a) How long has the candidate worked at this company and/or in this domain?
   b) How many years of agile experience does the candidate have?
   c) How many years of traditional experience does the candidate have?
   d) Which roles has the candidate held in traditional projects? (Developer, project manager, executive, etc.)
   e) Which roles has the candidate held in agile projects?

3. Project background information (Think of one specific project)
   a) What was the name of the product being created? (Project name)
   b) What was the nature of the product? (Why was it created)
   c) When was this project running? Is it still running?
   d) What was the candidate’s role in this project?
   e) Which other roles were defined (PO, SM, PM, Developers, QA, UX, etc.)?
   f) How many team members were there in this project?
   g) Who was the target audience?
   h) Was is considered a success?
   i) Anything else to say about the product/project?
Part 2 Practices

In part two, information about the practices which were used in the project is collected.

Questions: 40-60 minutes

4. Open-ended discussion about the practices used in the project.
   - The candidate gives an accurate account of how a cycle/iteration/sprint in the project was conducted. Focus on processes and agile practices.

5. Quantitative survey on agile practices.
   - For each practice in the multiple choice survey, indicate if it was used in this project.
     (Heavily used, somewhat used, not used, don’t know)

6. Qualitative open-ended discussion based on answers given in question 5.
   a) For each of the heavily used practices, why were they used and what was the effect (positive/negative) of using them?
   b) For each of the somewhat used practices, why were they only somewhat used?
   c) For each of the not used practices, why were they not used?

7. Anything else to discuss regarding practices and success factors?

Quantitative Multiple Choice Survey

The multiple choice survey contains a list of practices. The candidate indicates if each practice is heavily used, somewhat used, not used or don’t know. The list is grouped by the agile methods they originated from [3].

<table>
<thead>
<tr>
<th>Scrum</th>
<th>XP</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Iterative development</td>
<td>13. Incremental design</td>
</tr>
<tr>
<td>3. Sprint backlog</td>
<td>15. Ten-minute build</td>
</tr>
<tr>
<td>5. Definition of Done (DoD)</td>
<td></td>
</tr>
<tr>
<td>6. Burn down chart</td>
<td></td>
</tr>
<tr>
<td>7. Scrum of Scrums</td>
<td></td>
</tr>
<tr>
<td>8. Daily standup</td>
<td></td>
</tr>
<tr>
<td>9. Sprint planning</td>
<td></td>
</tr>
<tr>
<td>10. Sprint review</td>
<td></td>
</tr>
<tr>
<td>11. Product owner</td>
<td></td>
</tr>
<tr>
<td>12. Scrum master</td>
<td></td>
</tr>
<tr>
<td>5.</td>
<td>Slack</td>
</tr>
<tr>
<td>-----</td>
<td>-----------------------</td>
</tr>
<tr>
<td>6.</td>
<td>Energized work</td>
</tr>
<tr>
<td>7.</td>
<td>Real customer involvement</td>
</tr>
<tr>
<td>8.</td>
<td>Incremental deployment</td>
</tr>
<tr>
<td>10.</td>
<td>Single codebase</td>
</tr>
<tr>
<td>11.</td>
<td>Daily deployment</td>
</tr>
<tr>
<td>12.</td>
<td>Test-first programming</td>
</tr>
</tbody>
</table>

**Kanban**

<table>
<thead>
<tr>
<th>1.</th>
<th>Visualize Workflow</th>
<th>4.</th>
<th>Make process policies explicit</th>
</tr>
</thead>
<tbody>
<tr>
<td>2.</td>
<td>Limit Work-in-Progress (WiP)</td>
<td>5.</td>
<td>Improve collaboratively</td>
</tr>
</tbody>
</table>

**Others**

<table>
<thead>
<tr>
<th>1.</th>
<th>Task board</th>
<th>7.</th>
<th>Story mapping</th>
</tr>
</thead>
<tbody>
<tr>
<td>2.</td>
<td>Coding standards</td>
<td>8.</td>
<td>Test-Driven development</td>
</tr>
<tr>
<td>3.</td>
<td>Refactoring</td>
<td>9.</td>
<td>Automated acceptance testing</td>
</tr>
<tr>
<td>4.</td>
<td>Unit testing</td>
<td>10.</td>
<td>Agile games</td>
</tr>
<tr>
<td>5.</td>
<td>Team-based estimation</td>
<td>11.</td>
<td>Single team</td>
</tr>
<tr>
<td>6.</td>
<td>Integration testing</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
Appendix B – Agile Manifesto

Appendix B lists the values and principles defined in the Agile Manifesto.

**Agile values**

1. Individuals and interactions over processes and tools
2. Working software over comprehensive documentation
3. Customer collaboration over contract negotiation
4. Responding to change over following a plan

**Agile principles**

1. Our highest priority is to satisfy the customer through early and continuous delivery of valuable software.
2. Welcome changing requirements, even late in development. Agile processes harness change for the customer's competitive advantage.
3. Deliver working software frequently, from a couple of weeks to a couple of months, with a preference to the shorter timescale.
4. Business people and developers must work together daily throughout the project.
5. Build projects around motivated individuals. Give them the environment and support they need, and trust them to get the job done.
6. The most efficient and effective method of conveying information to and within a development team is face-to-face conversation.
7. Working software is the primary measure of progress.
8. Agile processes promote sustainable development. The sponsors, developers, and users should be able to maintain a constant pace indefinitely.
9. Continuous attention to technical excellence and good design enhances agility.
10. Simplicity—the art of maximizing the amount of work not done—is essential.
11. The best architectures, requirements, and designs emerge from self-organizing teams.
12. At regular intervals, the team reflects on how to become more effective, then tunes and adjusts its behavior accordingly.
Appendix C – Kanban practices

Appendix C lists the Kanban practices.

1. **Visualize Workflow** - Which is done through a Kanban board which shows each piece of work and how it progresses through the production stages.

2. **Limit Work-in-Progress (WiP)** - Which is managed by putting a maximum count on each column on the Kanban board. If a column contains more tasks than the set upper limit, it is the responsibility of the whole team to fix this so that the flow can continue.

3. **Manage flow** - A Kanban team adds value to an organization in a steady flow. This means that different types of work, which has different workloads, must be tracked in such a way that the flow can be kept over time regardless which work is being done.

4. **Make process policies explicit** - Everybody on the team must have a high level understanding of the entire work process. This is the only way team members can effectively suggest improvements.

5. **Improve collaboratively** - Kanban teams should, thorough measurement and experimentation, reflect and improve on the process continuously.

Appendix D – XP values and practices

Appendix D lists the XP values and practices. The practices are divided into primary and corollary practices.

**The 5 XP values:**

1. **Simplicity** is a value that focuses on reducing complexity and removing unnecessary features and waste.

2. **Communication** is a value that focuses on making sure every team member knows what is going on and what they are supposed to be doing.

3. **Feedback** is a value where the focus is on getting impressions and feedback early, while there still is time to do something about it.

4. **Courage** is about allowing everybody to work on the same things, and have the courage to show what you have done, so possible improvement can be achieved.

5. **Respect** is the final value and its focus is on recognizing that every team member is important and everybody is accountable for successes and failures.
The 13 XP primary practices:

1. Whole team – The team members have all the skills and connections it needs to succeed in a project.
2. Sit together – All members of a team sits within eye contact of each other.
3. Pair programming – Two programmers work together to solve a problem.
4. Informative workspace – Important information about the project is put on the walls for easy access and direct exposure.
5. Weekly planning - Make plans for visible and valuable progress every week
6. Quarterly planning – Create quarterly themes that should be addressed during the weekly planning.
7. Slack – Add optional items when planning, in case of delays.
8. Test-first programming – Code by writing a failing test. Then write code to make the test pass.
9. Incremental design – Don’t plan to long ahead. Design the system for today’s requirements.
10. Stories – Plan business functionality as incremental user stories. A short and simple description which is written from the user perspective.
11. Ten-minute build – Create automatic build systems that can test as much of the system as possible in ten minutes.
12. Continuous integration – Code changes should be automatically deployed to a testing site as often as possible.
13. Energized work – Keep a live outside the office, so you bring energy to your work.

The 11 XP corollary practices:

1. Real customer involvement – Get feedback from the customer every week. This is to ensure the product is being created the correct way.
2. Incremental deployment – Don’t deploy the whole system at once. Deploy in steps. Smaller deployments are less error prone.
3. Team continuity – Teams that work well together should stay together.
4. Shrinking teams – When teams get more experience and becomes more effective, they can produce more. Reduce the size of the team rather than increasing the workload.
5. **Root-cause analysis** – Fix mistakes by learning from them and prevent them from happening again. Don’t make quick fixes, but find the root cause of the problem.

6. **Shared code** – All parts of the code can be changed by anyone in the team. No code “belongs” to a specific developer.

7. **Code and test** – Code and tests are the main documentation of the product and should be treated as such.

8. **Single codebase** – All team members should work on the same code base. Avoid long lived code branches. Merging causes conflicts.

9. **Daily deployment** – Deploy code one a day. Shorter cycles between each deployment, results in faster customer feedback.

10. **Negotiated scope contract** – Time, cost and quality can be fixed. Negotiate on scope and agree on shorter contracts with smaller releases. This makes it easier to respond to changing requirements.

11. **Pay Per Use** – Charge the customer every time the product is used instead of every time a new release is done.

**Appendix E – Scrum practices**

Appendix E shows a list of commonly accepted scrum practices. The Scrum Alliance has not defined any specific list of practices.

1. **Burn down chart** – Chart that shows the implementation progress in a sprint.

2. **Daily standup** - Daily meeting where the team meets to share information and discuss potential obstacles. Normally time boxed to maximum 15 minutes.

3. **Definition of Done (DoD)** – An agreed upon set of criteria that has to be true in order for a user story to be completed and considered done.

4. **Iterative development** – Development is broken up into small time boxed iterations called sprint. Each sprint usually lasts 2 to 4 weeks.

5. **Product backlog** - The most important action item resides on the top of a prioritized feature list.

6. **Product owner (PO)** – One person who is responsible for the product backlog and decides which tasks has priority.

7. **Scrum Master (SM)** – Servant leader. Responsible for making sure the process is followed and that everything works well in the project.
8. **Scrum of Scrums** – For large groups, the teams are divided into smaller agile teams. Each team conducts a daily standup internally. In addition, one person from each team participates in a daily standup where all teams are represented.

9. **Sprint backlog** – Action items selected for development in the current sprint.

10. **Sprint planning** – Before each sprint is started, the team and the product owner meet to decide which items from the *product backlog* should go into the *sprint backlog*.

11. **Sprint retrospective** - At the end of each sprint, the team looks back and determines if anything about the process can be improved.

12. **Sprint review** - After each sprint is complete, the changes are shown to stakeholders who can give feedback.

13. **Team members** – *Team member* is the only other defined role apart from PO and SM.

**Appendix F - Agile practices**

Appendix F gives a short description of the agile practices which were identified in chapter 3.4. There are some overlap between practices in appendix F and appendix C, D and E. The description is gathered from the Agile Alliance guide to agile practices [1].

1. **Agile games** – Techniques for estimating the complexity of a user story.
2. **Automated acceptance testing** - Acceptance test is a formal description of the expected result of implementing an action item. The test is run automatically regularly and alerts the developer if a test fails.
3. **Behavior-Driven Development (BDD)** – An augmented version of test-driven development (TDD). More focus on communication, business outcomes and collaboration.
4. **Coding standards** - Rules and conventions on how code should be written in order to easily understand it and increase quality.
5. **Collective code ownership** - Every team member is allowed to change any part of the code, regardless of who initially wrote it.
6. **Continuous deployment** - Similar to continuous integration, but each action item is put directly in production upon completion.
7. **Continuous integration** - Every time an action item is completed, the test site is automatically updated and the new change can be tested.

8. **Daily standup** - Daily meeting where the team meets to share information and discuss potential obstacles. Normally time boxed to maximum 15 minutes.

9. **Dedicated product owner** - Each development team has a single product owner who decides which action items is most important.

10. **Integration testing** – A phase in testing where groups of software modules are tested together to see if they interact properly.

11. **Iteration planning** - When a new iteration starts, the team makes a plan and decides which action items to work on for the next iteration.

12. **Iteration reviews** - After each iteration is complete, the changes are shown to stakeholders who can give feedback.

13. **Kanban** - Task board where each column only can hold a limited number of action items.

14. **Open work area** - Members of a team sits together in order to facilitate easy information sharing and collaboration.

15. **Pair programming** - Two developers sit together and implements a solution for a single action item.

16. **Prioritized backlogs** - The most important action item resides on the top of a to do list.

17. **Refactoring** - The process of re-writing existing code in order to improve it.

18. **Release planning** - Long term plan to roughly plan which action item should be developed in which iteration.

19. **Retrospective** - At the end of each iteration, the team looks back and determine if anything about the process can be improved.

20. **Short iterations** - Development is done in cycles (iterations). A short iteration is normally 1 to 4 weeks.

21. **Single team** - Development and testing is done by the same team.

22. **Story mapping** - Action items are ordered along two independent dimensions, priority and implementation sophistication.

23. **Task board** - Board with status columns, where each action item in a sprint is placed based on its status.
24. **Team-based estimation** - All team members discuss and agree before an action item is estimated.

25. **Test-Driven development (TDD)** - Create unit tests for an action item before the item is developed. The test will fail until the action item is fully implemented. Forces a developer to think before implementing code.

26. **Unit testing** - Short programs that executes a narrow part of the production code and check if it work as intended.
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